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**WEEK 1:**

* We have firstly divided the work among us wherein Anshul and Vishwas would together design the sensor board circuit, Anwesh would make a model in Unity and Gaurav would interface Arduino with keyboard.
* Gaurav had searched for controlling keyboard with Arduino which was necessary as the controls for rotating left/right and zooming in/out of Unity model made by Anwesh was typing-key controlled one. So, Gaurav came up with <https://www.arduino.cc/reference/en/language/functions/usb/keyboard/keyboardwrite/> site wherein it was possible for arduino to send a keystroke to the connected computer using the function Keyboard.Write(). He looked up to some on-site available examples and designed a algorithm which he planned to code it later. Meanwhile he came across some related functions like:

Keyboard.Begin()- <https://www.arduino.cc/reference/en/language/functions/usb/keyboard/keyboardbegin/>

Keyboard.End()-

<https://www.arduino.cc/reference/en/language/functions/usb/keyboard/keyboardend/> Keyboard.Print()- <https://www.arduino.cc/reference/en/language/functions/usb/keyboard/keyboardprint/>

Similarly for Mouse like: Begin(), End() and the one unique from keyboard was

Mouse.Click()- <https://www.arduino.cc/reference/en/language/functions/usb/mouse/mouseclick/>

But Next day, when he made a sample code and uploaded it on Arduino, he got errors in Keyboard functions saying that when the library (keyboard.h) was included in the code in spite of including it. Later, on troubleshooting the issue, he realised that these core libraries (including mouse.h) allow the Atmega32u4 processor and SAMD based boards only like Leonardo, Esplora, Zero, Due and MKR Family to appear as a native Mouse and/or Keyboard to a connected computer but he was using Arduino Uno which doesn’t feature FTDI USB to serial driver chip, instead uses an Atmega16U2 programmed USB to serial converter.

He then searched on some similar links like <https://youtu.be/pFoqUhn1m5w> , <https://youtu.be/AKWheG8wKxM> , etc which probably woudln’t work. He tried understanding to interface a keypad with Arduino in here: <https://circuitdigest.com/microcontroller-projects/keypad-interfacing-with-arduino-uno> . He then came across <http://www.instructables.com/id/Arduino-Uno-Into-Usb-Keyboard/> wherein it was first told to install unojoy firmware and atmel flip software, Upload 3-4 files like simplejoystick.ino file and finally install JoyToKey software that emulates a keyboard. When he was about to do so, he came across some user under the comments section who got messed up in middle and couldn’t reset back his Arduino to normal. So, he gave up this idea too. He then tried controlling at least the OnScreen Keyboard with Arduino but couldn’t do so. He then came across <http://mitchtech.net/arduino-usb-hid-keyboard/> wherein it was told to download a USB HID keyboard firmware and update the Arduino through DFU(Device Firmware Update- A Special USB protocol). Keyboard keys were then read through a report buffer specifically designed for this file. However, after compiling and uploading there was no output. This one too proved futile. He also came across the same in Github which however was Linux based , using ubuntu repositories. He finally decided to buy Leonardo or Mega.

For two days , he learnt to develop a simple Unity based game <https://www.youtube.com/693c3692-ff3e-4b4c-a0a1-7571de7fcbd7> from here.

The following day he came up with the idea of integrating Arduino to Unity instead of keyboard. This video <https://www.youtube.com/watch?v=of_oLAvWfSI> has a step wise procedure of how to do so. In Unity firstly the Project API configuration settings has to be changed to NET2.0 from its subset. Later in the script, a library System.IO.Ports has to be included, an object of type SerialPort has to be made which was dynamically allocated and given its port name( like COM3) and baud rate(9600) as parameters. Later instead of using keyboard keys as controls he made a function that takes in serially read parameter from Arduino file and hence re-made the previous code as desired. He also changed the Arduino code and took outputs from IR sensors which Vishwas made on a breadboard. It worked.

* Anwesh’s first week task was to find a suitable 3D model for our hologram and learn the basics of unity like how to rotate and scale and object in unity.

The model that Anwesh used in the project is taken from the unity asset store(<https://assetstore.unity.com/packages/essentials/tutorial-projects/survival-shooter-tutorial-40756>). To give a proper holographic display, Anwesh had to duplicate the game object 4 times and keep them at 90 degree to each other and ensure that when they rotate they were in sync with each other.

After setting up the initial scene, Anwesh had to write individual scripts for rotating and scaling the object. Initially the keys were mapped to only the keyboard with the up and down arrows used for scaling the object and the right and left arrow used for rotating the object.

The unity(which uses C# language) commands-

1. Player.gameObject.transform.Rotate(omega\*Time.deltaTime)-

<https://docs.unity3d.com/ScriptReference/Transform.Rotate.html>

This rotates the player about the X,Y and Z axes at an angular speed of omega (omega is a 3D vector). Time.delta ensures that in every frame the angular speed remains omega so that the motion is either not too fast nor too slow. This function was mapped to the right and left arrow keys.

2. Player.gameObject.transform.localScale+=new Vector3 (scaleFactor,scaleFactor,scaleFactor)-

<https://docs.unity3d.com/ScriptReference/Transform-localScale.html>

This uniformly scales the game object by a factor(=scaleFactor) in all the X,Y and Z directions. This function was mapped to the up and down arrow keys.

These two scripts were attached to the all the 4 game objects at first and when tested, though it worked but there was some problem in syncing the rotation. After a few hit and trials we correctly found the axis direction about which the objects should rotate so as to form a proper holographic image.

* Anshul found out the maximum array of ir sensors we will be able to use given we have 2 Arduino’s.Also we found out the size and material of the frustum we will be using for creating the hologram.The dimensions are as shown below and any other multiple of the dimensions.The final dimension will be selected based on the screen size. For now we think that we will be able to use both digital and analog pins for input(but if not we will have to shrink the array further).
* We are ordering acrylic board for the frustum.Anshul searched for the dimensions of the frustum.![](data:image/jpeg;base64,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)We will order it.Vishwas planned to laser cut the faces but since the laser cutter is not working we have to think for other method.Also he is thinking to use wood for the IR sensor board.To avoid the clumsiness over the board Vishwas advised to keep the resistors below the board.By doing this the board will look good and there will be no obstacle in the IR signal.Wood was chosen because ,it’s easy to cut holes in it and it’s insulating as well.We have also decided to update our board design from a 16\*16 sensor grid to 4\*4 sensor grid.It’s because we can give 26 inputs to 2 arduinos.This is just to avoid clumsiness in our model.We can add more sensors later.

**WEEK 2:**

* This week Gaurav explained to Anwesh regarding Unity-Arduino interfacing. Gaurav found a Unity library called System.IO.Ports which enables the unity engine to receive inputs from the COM5 port in the laptop via the arduino. Gaurav and Vishwas had made a simplistic model consisting of 4 IR LEDs which gave their outputs to the arduino.

The unity engine then checks if the serial port is open or not using the function sp.IsOpen. If the port is open then the game checks which of the four IR LED is active and transmits the info to the unity game engine. Based on the data received by the arduino, the game uses one of the four functions(rotate left, rotate right, zoom in and zoom out) which have been changed according to accommodate the interfacing between the arduino and the unity game engine.

We faced quite some problems in implementing this. Initially we had applied scripts to individual objects in the game which led to creation of multiple instances during execution. This meant only one of the 4 objects was rotating and scaling whereas the other 3 objects didn’t move. We tried the same method in Gaurav’s game but unfortunately we encountered the same problem of “**Access Denied**”.

On browsing through the internet, Anwesh found that instead of creating single references to an object in multiple scripts, it’s better to create multiple references to objects in a single script. So Anwesh wrote a single script for both zooming and rotating and it worked.

* Vishwas and Anshul made the presentation for the 1st week.We will be ordering the display screen also <https://www.amazon.in/Lap-Gadgets-15-N208TX-SVE151B11W-replacement/dp/B01ELKEBR2/ref=sr_1_4?s=computers&ie=UTF8&qid=1528453747&sr=1-4&keywords=display+screen+for+laptop> in the next week .We are not hurrying in buying it.For now we will test our codes and frustum on the laptop screen that we have.We will buy the acrylic board from a nearby shop.

**WEEK 3:**

* Gaurav has purchased acrylic board from *Swastik Aluminium & Hardware store* opposite IIT main gate. Then, on the day when the laser cutting machine at tinkerer’s lab was ready to use, we laser-cut the sheet into 4 trapeziums of dimensions 38.1cm, 6.35cm (for parallel sides and 27.3cm for non parallel sides . For laser cutting we had to first create the template of the trapezium to be cut in Autocad and save it as .dxf file. We then had to open it in the pc connected to the machine and upload it after selecting suitable speed of the laser cutter and its power range. After uploading, we had to select a suitable origin and then check the frame size. Then the sheet has to be laser cut. After the sheet has been cut, we removed the insulation and made the pyramid by sticking with an insulation tape. We then tested the hologram of the model made by Anwesh and we were able to see the 3d perspective of it as we desired. We then tested the features of rotation and zooming with the ir sensors made on breadboard and we indeed were able to control the same of that model. Later that day, we also saw some hologram videos from youtube through the pyramid. We enjoyed watching those.
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We then decided to laser cut the same on plywood. In Spite of maximising the power, the laser couldn’t cut through the plywood. We repeated the same 5-6 times, but it was in vain. The laser has cut only through one third of the plywood.We then had to manually cut out the board and all the holes were drilled using the drill machine. But there was one benefit of laser cutting that it had provided the boundary of the board and the location of the holes

**WEEK 4:**

* Vishwas started soldering the connections in the circuit board. For each set of sensors, the ir led with 220Ω resistor in series was connected parallel to ir photodiode(reverse biased) with 4.7kΩ in series. All 4 leds were connected in parallel to the 4.7kΩ resistor thereby acting lke a proximity sensor. The first two columns had common Vcc and ground and similarly for the other two. This was done so that each would go into either Arduino (uno) and they can be serially communicated. Inorder to make one set it used to take 30-40 minutes for him. He used the solder wire to connect the components which were later insulated. Jumpers were soldered to each set one before ir led where voltage would be provided through digital pins of Arduino. The photodiode was directly connected to Vcc. Another jumper was soldered between the photodiode and the resistor to analog read the values to Arduino. Inorder to lengthen the jumpers, female and male jumpers were connected to the male ones which were soldered. By weekend, he managed to complete the sensor board.
* Anshul: Initially the code consisted of two parts the receiver part and the sender part. The left six ir sensors(3x2) were connected to the receiver arduino and the right six ir sensors(3x2) were connected to the sender arduino. From each ir sensor there were four wires coming out:-1)Vcc 2)Gnd 3)Output of the ir sensor taken at the analog input of arduino uno 4)Digital input to the ir led given from the digital pins of the arduino set at output mode.The first thing in the code was to calibrate the ir sensors.This was done by first sending a digital low to the ir led. This implied that the analog input given by the ir sensor was the ambient ir present in the room.Then a digital high was given to the ir led which meant that the ir sensor was now measuring the intensity of the total infrared radiation(let’s say it as obstacle intensity) coming to it after getting reflected from the walls.The ambient intensity was now subtracted from the obstacle intensity to get the true amount of ir led light being reflected from the walls. This measurement was taken 5 times for each ir led,sensor pair and their average was stored in their respective variable calibrateIR\_XX.This value will be used to depict the condition when no object is present in front.The next was the readIR function whose function was to read the intensity at all the pins and store it in a array of 100 integer values.If the value of all the photodiodes are zerothen the function readIR sets the array top index to zero and the array is net to null.If any of the photodiodes detect an obstacle (i.e the intensity detected > calibrateIR\_XX + 50 ( 50 is used here so as to clearly distinguish between an obstacle and a no obstacle condition)) the readIR function starts filling up its array until it overflows after which it resets the top array index to zero. The expected gesture function determines the gesture based on the4 array values. For each photosensor two new values are calculated total positive distance and total negative distance.Total positive distance is calculated as the sum of difference of the distances(l[j] - l[j-1]) where l[j] is greater than l[j-1] denoting an increase in intensity or a decrease in distance.Similarly total negative distance is calculated as the sum of difference of the distances(l[j-1] - l[j]) where l[j] is smaller than l[j-1[ denoting a decrease in intensity or increase in distance.Now based on these values the gesture is determined as either east or west.You can see the cut-off values for the variables distancePos and distanceNeg in the code. For communicating between the two arduino’s we used one arduino as the sender which was used to send the input to other arduino using two digital pins.In the default state(when no gesture is given or a random gesture is given) the sender arduino sends digital low on both pins.When east gesture is given it sends 01 and when west gesture is given it sends 10 to the receiver arduino.According to the gesture conceived by the receiver arduino and the output of the sender arduino the four functions are determined. This method was not working as we were not able to synchronize both the arduinos such that if one sends then the other arduino reaches the exact line of code where it has read that value.the two code are as shown below:-
* Arduino Uno 1(sender):

#define IR\_RX\_TL A0 // Top Left IR receiver photodiode on analog pin A0

#define IR\_RX\_TR A1 // Top Right IR receiver photodiode on analog pin A1

#define IR\_RX\_BL A2 // IR receiver photodiode on analog pin A2

#define IR\_RX\_BR A3 // IR receiver photodiode on analog pin A3

#define IR\_RX\_L A4

#define IR\_RX\_R A5

#define IR\_TX\_TL 2 // Top Left IR emitter LED on digital pin 2

#define IR\_TX\_TR 3 // Top Right IR emitter LED on digital pin 3

#define IR\_TX\_BL 4 // Bottom Left IR emitter LED on digital pin 4

#define IR\_TX\_BR 5 // Bottom Right IR emitter LED on digital pin 5

#define IR\_TX\_L 6

#define IR\_TX\_R 7

bool readGesture = true; // Used to process the gesture

int ambientIR\_TL; // Stores the ambient IR value read from the TL IR receiver

int ambientIR\_TR; // Stores the ambient IR value read from the TR IR receiver

int ambientIR\_BL; // Stores the ambient IR value read from the BL IR receiver

int ambientIR\_BR; // Stores the ambient IR value read from the BR IR receiver

int ambientIR\_L;

int ambientIR\_R;

int obstacleIR\_TL; // Stores the raw object IR value read from the TL IR receiver

int obstacleIR\_TR; // Stores the raw object IR value read from the TR IR receiver

int obstacleIR\_BL; // Stores the raw object IR value read from the BL IR receiver

int obstacleIR\_BR; // Stores the raw object IR value read from the BR IR receiver

int obstacleIR\_L;

int obstacleIR\_R;

int value\_TL[10]; // Stores the IR value read from the TL IR receiver

int value\_TR[10]; // Stores the IR value read from the TR IR receiver

int value\_BL[10]; // Stores the IR value read from the BL IR receiver

int value\_BR[10]; // Stores the IR value read from the BR IR receiver

int value\_L[10];

int value\_R[10];

int distance\_TL; // Stores the mapped IR value read from the TL IR receiver

int distance\_TR; // Stores the mapped IR value read from the TR IR receiver

int distance\_BL; // Stores the mapped IR value read from the BL IR receiver

int distance\_BR; // Stores the mapped IR value read from the BR IR receiver

int distance\_L;

int distance\_R;

int calibration\_TL; // Stores the raw IR value read from the TL receiver when the Arduino is powered

int calibration\_TR; // Stores the raw IR value read from the TR receiver when the Arduino is powered

int calibration\_BL; // Stores the raw IR value read from the BL receiver when the Arduino is powered

int calibration\_BR; // Stores the raw IR value read from the BR receiver when the Arduino is powered

int calibration\_L;

int calibration\_R;

int lastDistanceHold\_TL; // The next variables are used to detect a "hold gesture" action

int lastDistanceHold\_TR;

int lastDistanceHold\_BL;

int lastDistanceHold\_BR;

int lastDistanceHold\_L;

int lastDistanceHold\_R;

int holdMillis = 300; // Used in a timer to determine a "hold gesture" action

uint8\_t distanceArray\_TL[100]; // Stores the last 100 IR values from the TL IR receiver to determine the gesture later

uint8\_t distanceArray\_TR[100]; // Stores the last 100 IR values from the TR IR receiver to determine the gesture later

uint8\_t distanceArray\_BL[100]; // Stores the last 100 IR values from the BL IR receiver to determine the gesture later

uint8\_t distanceArray\_BR[100]; // Stores the last 100 IR values from the BR IR receiver to determine the gesture

uint8\_t distanceArray\_L[100];

uint8\_t distanceArray\_R[100];

uint8\_t distanceArrayCounter = 0; // Used to access the previous array's content

uint8\_t gesture = 0; // Stores the gesture

uint32\_t lastHoldMillis = 0;

void setup() {

// put your setup code here, to run once:

Serial.begin(9600);

pinMode(IR\_TX\_TL, OUTPUT);

pinMode(IR\_TX\_TR, OUTPUT);

pinMode(IR\_TX\_BL, OUTPUT);

pinMode(IR\_TX\_BR, OUTPUT);

pinMode(IR\_TX\_L, OUTPUT);

pinMode(IR\_TX\_R, OUTPUT);

digitalWrite(IR\_TX\_TL, LOW);

digitalWrite(IR\_TX\_TR, LOW);

digitalWrite(IR\_TX\_BL, LOW);

digitalWrite(IR\_TX\_BR, LOW);

digitalWrite(IR\_TX\_L, LOW);

digitalWrite(IR\_TX\_R, LOW);

calibrateIR();

}

void loop() {

// put your main code here, to run repeatedly:

readIR(5); // Read 5 times the IR values and store the average

determineGesture(); // It determines the type of gesture made

// processHoldGesture(); // It checks if the hand is being hold

}

void calibrateIR(){

for(uint8\_t x = 0; x < 5; x++){

digitalWrite(IR\_TX\_TL,LOW);

digitalWrite(IR\_TX\_TR,LOW);

digitalWrite(IR\_TX\_BL,LOW);

digitalWrite(IR\_TX\_BR,LOW);

digitalWrite(IR\_TX\_L,LOW);

digitalWrite(IR\_TX\_R,LOW);

delay(2);

ambientIR\_TL = analogRead(IR\_RX\_TL);

ambientIR\_TR = analogRead(IR\_RX\_TR);

ambientIR\_BL = analogRead(IR\_RX\_BL);

ambientIR\_BR = analogRead(IR\_RX\_BR);

ambientIR\_L = analogRead(IR\_RX\_L);

ambientIR\_R = analogRead(IR\_RX\_R);

digitalWrite(IR\_TX\_TL,HIGH);

digitalWrite(IR\_TX\_TR,HIGH);

digitalWrite(IR\_TX\_BL,HIGH);

digitalWrite(IR\_TX\_BR,HIGH);

digitalWrite(IR\_TX\_L,HIGH);

digitalWrite(IR\_TX\_R,HIGH);

delay(1);

obstacleIR\_TL = analogRead(IR\_RX\_TL);

obstacleIR\_TR = analogRead(IR\_RX\_TR);

obstacleIR\_BL = analogRead(IR\_RX\_BL);

obstacleIR\_BR = analogRead(IR\_RX\_BR);

obstacleIR\_L = analogRead(IR\_RX\_L);

obstacleIR\_R = analogRead(IR\_RX\_R);

value\_TL[x] = - ambientIR\_TL + obstacleIR\_TL;

value\_TR[x] = - ambientIR\_TR + obstacleIR\_TR;

value\_BL[x] = - ambientIR\_BL + obstacleIR\_BL;

value\_BR[x] = - ambientIR\_BR + obstacleIR\_BR;

value\_L[x] = - ambientIR\_L + obstacleIR\_L;

value\_R[x] = - ambientIR\_R + obstacleIR\_R;

}

for(uint8\_t x = 0; x < 5; x++){

distance\_TL += value\_TL[x];

distance\_TR += value\_TR[x];

distance\_BL += value\_BL[x];

distance\_BR += value\_BR[x];

distance\_L += value\_L[x];

distance\_R += value\_R[x];

}

calibration\_TL = (distance\_TL / 5);

calibration\_TR = (distance\_TR / 5);

calibration\_BL = (distance\_BL / 5);

calibration\_BR = (distance\_BR / 5);

calibration\_L = (distance\_L / 5);

calibration\_R = (distance\_R / 5);

}

void readIR(uint8\_t times){

for(uint8\_t x = 0; x < times; x++){

digitalWrite(IR\_TX\_TL,LOW); // We need to turn off the IR LEDs to read the ambient IR

digitalWrite(IR\_TX\_TR,LOW);

digitalWrite(IR\_TX\_BL,LOW);

digitalWrite(IR\_TX\_BR,LOW);

digitalWrite(IR\_TX\_L,LOW);

digitalWrite(IR\_TX\_R,LOW);

delay(2); // Wait until the IR LEDs are completely turned off

ambientIR\_TL = analogRead(IR\_RX\_TL); // Stores the ambient IR light

ambientIR\_TR = analogRead(IR\_RX\_TR);

ambientIR\_BL = analogRead(IR\_RX\_BL);

ambientIR\_BR = analogRead(IR\_RX\_BR);

ambientIR\_L = analogRead(IR\_RX\_L);

ambientIR\_R = analogRead(IR\_RX\_R);

digitalWrite(IR\_TX\_TL,HIGH); // Turn on the IR LEDs to read the IR light reflected by the obstacle

digitalWrite(IR\_TX\_TR,HIGH);

digitalWrite(IR\_TX\_BL,HIGH);

digitalWrite(IR\_TX\_BR,HIGH);

digitalWrite(IR\_TX\_L,HIGH);

digitalWrite(IR\_TX\_R,HIGH);

delay(1); // Wait until the IR LEDs are completely turned on

obstacleIR\_TL = analogRead(IR\_RX\_TL); // Stores the IR light reflected by the obstacle

obstacleIR\_TR = analogRead(IR\_RX\_TR);

obstacleIR\_BL = analogRead(IR\_RX\_BL);

obstacleIR\_BR = analogRead(IR\_RX\_BR);

obstacleIR\_L = analogRead(IR\_RX\_L);

obstacleIR\_R = analogRead(IR\_RX\_R);

value\_TL[x] = - ambientIR\_TL + obstacleIR\_TL; // Store the IR value to later calculate the average

value\_TR[x] = - ambientIR\_TR + obstacleIR\_TR;

value\_BL[x] = - ambientIR\_BL + obstacleIR\_BL;

value\_BR[x] = - ambientIR\_BR + obstacleIR\_BR;

value\_L[x] = - ambientIR\_L + obstacleIR\_L;

value\_R[x] = - ambientIR\_R + obstacleIR\_R;

}

for(uint8\_t x = 0; x < times; x++){ // Calculate the average IR value per sensor

distance\_TL += value\_TL[x];

distance\_TR += value\_TR[x];

distance\_BL += value\_BL[x];

distance\_BR += value\_BR[x];

distance\_L += value\_L[x];

distance\_R += value\_R[x];

}

distance\_TL = (distance\_TL / times); // Save the distance value

distance\_TR = (distance\_TR / times);

distance\_BL = (distance\_BL / times);

distance\_BR = (distance\_BR / times);

distance\_L = (distance\_L / times);

distance\_R = (distance\_R / times);

if(calibration\_TL + 50 > distance\_TL){ // Calibrate the sensors

distance\_TL = 0;

}

else{

distance\_TL -= calibration\_TL + 50;

}

if(calibration\_TR + 50 > distance\_TR){

distance\_TR = 0;

}

else{

distance\_TR -= calibration\_TR + 50;

}

if(calibration\_BL + 50 > distance\_BL){

distance\_BL = 0;

}

else{

distance\_BL -= calibration\_BL + 50;

}

if(calibration\_BR + 50 > distance\_BR){

distance\_BR = 0;

}

else{

distance\_BR -= calibration\_BR + 50;

}

if(calibration\_L + 50 > distance\_L){

distance\_L = 0;

}

else{

distance\_L -= calibration\_L + 50;

}

if(calibration\_R + 50 > distance\_R){

distance\_R = 0;

}

else{

distance\_R -= calibration\_R + 50;

}

// If any distance is greater than 0 then map it from a 0-1023 range to a 0-255 range (to be able to store it in a 1B variable) and store it in an array

if(distance\_TL != 0 || distance\_TR != 0 || distance\_BL != 0 || distance\_BR != 0 || distance\_L != 0 || distance\_R != 0){

distance\_TR = map(constrain(distance\_TR, 0, 1100), 0, 1100, 0, 255);

distance\_TL = map(constrain(distance\_TL, 0, 1100), 0, 1100, 0, 255);

distance\_BR = map(constrain(distance\_BR, 0, 1100), 0, 1100, 0, 255);

distance\_BL = map(constrain(distance\_BL, 0, 1100), 0, 1100, 0, 255);

distance\_L = map(constrain(distance\_L, 0, 1100), 0, 1100, 0, 255);

distance\_R = map(constrain(distance\_R, 0, 1100), 0, 1100, 0, 255);

if(distanceArrayCounter < 100){

distanceArray\_TR[distanceArrayCounter] = distance\_TR;

distanceArray\_TL[distanceArrayCounter] = distance\_TL;

distanceArray\_BR[distanceArrayCounter] = distance\_BR;

distanceArray\_BL[distanceArrayCounter] = distance\_BL;

distanceArray\_R[distanceArrayCounter] = distance\_R;

distanceArray\_L[distanceArrayCounter] = distance\_L;

distanceArrayCounter += 1;

}

else{

distanceArray\_TR[0] = distance\_TR;

distanceArray\_TL[0] = distance\_TL;

distanceArray\_BR[0] = distance\_BR;

distanceArray\_BL[0] = distance\_BL;

distanceArray\_L[0] = distance\_L;

distanceArray\_R[0] = distance\_R;

distanceArrayCounter = 1;

}

}

else if(distance\_TL == 0 && distance\_TR == 0 && distance\_BL == 0 && distance\_BR == 0 && distance\_L == 0 && distance\_R == 0){ // If not then reset the arrays

readGesture = true;

distanceArrayCounter = 0;

distanceArray\_TR[0] = 0;

distanceArray\_TL[0] = 0;

distanceArray\_BR[0] = 0;

distanceArray\_BL[0] = 0;

distanceArray\_R[0] = 0;

distanceArray\_L[0] = 0;

}

}

void determineGesture(){

if(distanceArrayCounter > 2){ // If the arrays have more than 2 elements then determine the gesture

uint8\_t distancePost\_TL = 0; // The next "distancePost..." vars are the sum of it previous value plus

uint8\_t distancePost\_TR = 0; // the last element minus the previous element of the array

uint8\_t distancePost\_BL = 0;

uint8\_t distancePost\_BR = 0;

uint8\_t distancePost\_L = 0;

uint8\_t distancePost\_R = 0;

uint8\_t distancePostNeg\_TL = 0;

uint8\_t distancePostNeg\_TR = 0;

uint8\_t distancePostNeg\_BL = 0;

uint8\_t distancePostNeg\_BR = 0;

uint8\_t distancePostNeg\_R = 0;

uint8\_t distancePostNeg\_L = 0;

uint8\_t expectedGesture = 0; // Used later to determine the gesture made

bool increasing\_TL = false; // Used later to determine the gesture made. If the IR sensor's value

bool decreasing\_TL = false; // increases then "increasing\_xx" is true. Otherwise, if it decreasing

bool increasing\_TR = false; // then "decreasing\_xx" is true

bool decreasing\_TR = false;

bool increasing\_BL = false;

bool decreasing\_BL = false;

bool increasing\_BR = false;

bool decreasing\_BR = false;

bool increasing\_L = false;

bool decreasing\_L = false;

bool increasing\_R = false;

bool decreasing\_R = false;

// For every element in the distanceArray...

for(uint8\_t x = 1; x < distanceArrayCounter; x++){

// Update the "distancePost..." vars values

if(distanceArray\_TL[x] - distanceArray\_TL[x-1] > 0){

distancePost\_TL += distanceArray\_TL[x] - distanceArray\_TL[x-1];

}

else{

distancePostNeg\_TL += distanceArray\_TL[x-1] - distanceArray\_TL[x];

}

if(distanceArray\_TR[x] - distanceArray\_TR[x-1] > 0){

distancePost\_TR += distanceArray\_TR[x] - distanceArray\_TR[x-1];

}

else{

distancePostNeg\_TR += distanceArray\_TR[x-1] - distanceArray\_TR[x];

}

if(distanceArray\_BL[x] - distanceArray\_BL[x-1] > 0){

distancePost\_BL += distanceArray\_BL[x] - distanceArray\_BL[x-1];

}

else{

distancePostNeg\_BL += distanceArray\_BL[x-1] - distanceArray\_BL[x];

}

if(distanceArray\_BR[x] - distanceArray\_BR[x-1] > 0){

distancePost\_BR += distanceArray\_BR[x] - distanceArray\_BR[x-1];

}

else{

distancePostNeg\_BR += distanceArray\_BR[x-1] - distanceArray\_BR[x];

}

if(distanceArray\_L[x] - distanceArray\_L[x-1] > 0){

distancePost\_L += distanceArray\_L[x] - distanceArray\_L[x-1];

}

else{

distancePostNeg\_L += distanceArray\_L[x-1] - distanceArray\_L[x];

}

if(distanceArray\_R[x] - distanceArray\_R[x-1] > 0){

distancePost\_R += distanceArray\_R[x] - distanceArray\_R[x-1];

}

else{

distancePostNeg\_R += distanceArray\_R[x-1] - distanceArray\_R[x];

}

}

// Based on the "distancePost..." vars determine if the value is increasing or decreasing

if(distancePost\_TL > 10 && distancePostNeg\_TL < 10){

increasing\_TL = true;

decreasing\_TL = false;

}

else if(distancePostNeg\_TL > 10){

increasing\_TL = false;

decreasing\_TL = true;

}

if(distancePost\_TR > 10 && distancePostNeg\_TR < 10){

increasing\_TR = true;

decreasing\_TR = false;

}

else if(distancePostNeg\_TR > 10){

increasing\_TR = false;

decreasing\_TR = true;

}

if(distancePost\_BL > 10 && distancePostNeg\_BL < 10){

increasing\_BL = true;

decreasing\_BL = false;

}

else if(distancePostNeg\_BL > 10){

increasing\_BL = false;

decreasing\_BL = true;

}

if(distancePost\_BR > 10 && distancePostNeg\_BR < 10){

increasing\_BR = true;

decreasing\_BR = false;

}

else if(distancePostNeg\_BR > 10){

increasing\_BR = false;

decreasing\_BR = true;

}

if(distancePost\_L > 10 && distancePostNeg\_L < 10){

increasing\_L = true;

decreasing\_L = false;

}

else if(distancePostNeg\_L > 10){

increasing\_L = false;

decreasing\_L = true;

}

if(distancePost\_R > 10 && distancePostNeg\_R < 10){

increasing\_BR = true;

decreasing\_BR = false;

}

else if(distancePostNeg\_R > 10){

increasing\_R = false;

decreasing\_R = true;

}

// Determine the type of gesture //for present south and north gestures have not been updated

switch(expectedGesture){

case 0: // If "expectedGesture" is 0 then determine the expected gesture

// by analyzing if the sensors' values are increasing or decreasing

if((increasing\_TR && !increasing\_TL) || (increasing\_BR && !increasing\_BL) || (increasing\_R && !increasing\_L)){ // Left to right movement

expectedGesture = 1; // Expected an "east" gesture

}

else if((!increasing\_TR && increasing\_TL) || (!increasing\_BR && increasing\_BL) || (!increasing\_R && increasing\_L)){ // Right to left movement

expectedGesture = 2; // Expected a "west" gesture

}

else if(increasing\_TR && increasing\_TL && !increasing\_BL && !increasing\_BR){ // Top to bottom movement

expectedGesture = 3; // Expected a "south" gesture

}

else if(increasing\_BR && increasing\_BL && !increasing\_TL && !increasing\_TR){ // Bottom to top movement

expectedGesture = 4; // Expected a "north" gesture

}

// Check if the current "distance\_xx" minus the 2nd element in the array is greater than 50 then it is a "down" movement.

// The "increasing\_xx" vars are not used because they are very precise and they didn´t detect the "down" movement most of the time.

else if(distance\_TL - distanceArray\_TL[2] > 50 && distance\_TR - distanceArray\_TR[2] > 50 && distance\_BL - distanceArray\_BL[2] > 50 && distance\_BR - distanceArray\_BR[2] > 50){ // Up to down movementd

expectedGesture = 5; // Expected a "down" gesture

}

case 1:

// If "expectedGesture" is "east" then check if TR and BR sensors are increasing and TL and BL are decreasing.

// If this is true then save the current distance to the var "lastDistanceHold" to use it later to check a "hold

// gesture" action. Also, reset the "expectedGesture" var and set the "gesture" var to 1 ("east")

if((increasing\_TR && !increasing\_TL) || (increasing\_BR && !increasing\_BL) || (increasing\_R && !increasing\_L)){

lastDistanceHold\_TR = distance\_TR;

lastDistanceHold\_BR = distance\_BR;

lastDistanceHold\_TL = distance\_TL;

lastDistanceHold\_BL = distance\_BL;

lastDistanceHold\_R = distance\_R;

lastDistanceHold\_L = distance\_L;

if(readGesture){

Serial.println("EAST");

gesture = 1;

holdMillis = 300; // Change it to 300ms to add a small delay between the gesture "east" and the "hold gesture" action

lastHoldMillis = millis();

command[0]=1;

Serial.write(command,2);

}

expectedGesture = 0;

increasing\_TL = false;

decreasing\_TL = false;

increasing\_TR = false;

decreasing\_TR = false;

increasing\_BL = false;

decreasing\_BL = false;

increasing\_BR = false;

decreasing\_BR = false;

increasing\_R = false;

decreasing\_R = false;

increasing\_L = false;

decreasing\_L = false;

readGesture = false;

}

case 2:

if((!increasing\_TR && increasing\_TL) || (!increasing\_BR && increasing\_BL) || (!increasing\_R && increasing\_L)){

if(readGesture){

Serial.println("WEST");

gesture = 2;

holdMillis = 300;

lastHoldMillis = millis();

command[1]=1;

Serial.write(command,2);

}

expectedGesture = 0;

lastDistanceHold\_TR = distance\_TR;

lastDistanceHold\_BR = distance\_BR;

lastDistanceHold\_TL = distance\_TL;

lastDistanceHold\_BL = distance\_BL;

lastDistanceHold\_R = distance\_R;

lastDistanceHold\_L = distance\_L;

increasing\_TL = false;

decreasing\_TL = false;

increasing\_TR = false;

decreasing\_TR = false;

increasing\_BL = false;

decreasing\_BL = false;

increasing\_BR = false;

decreasing\_BR = false;

increasing\_R = false;

decreasing\_R = false;

increasing\_L = false;

decreasing\_L = false;

readGesture = false;

}

break;

/\* case 3:

if(increasing\_BR && increasing\_BL && decreasing\_TL && decreasing\_TR){

if(readGesture){

Serial.println("SOUTH");

gesture = 3;

holdMillis = 300;

lastHoldMillis = millis();

}

expectedGesture = 0;

lastDistanceHold\_TR = distance\_TR;

lastDistanceHold\_BR = distance\_BR;

lastDistanceHold\_TL = distance\_TL;

lastDistanceHold\_BL = distance\_BL;

increasing\_TL = false;

decreasing\_TL = false;

increasing\_TR = false;

decreasing\_TR = false;

increasing\_BL = false;

decreasing\_BL = false;

increasing\_BR = false;

decreasing\_BR = false;

readGesture = false;

}

break;

case 4:

if(increasing\_TR && increasing\_TL && decreasing\_BL && decreasing\_BR){

if(readGesture){

Serial.println("NORTH");

gesture = 4;

holdMillis = 300;

lastHoldMillis = millis();

}

expectedGesture = 0;

lastDistanceHold\_TR = distance\_TR;

lastDistanceHold\_BR = distance\_BR;

lastDistanceHold\_TL = distance\_TL;

lastDistanceHold\_BL = distance\_BL;

increasing\_TL = false;

decreasing\_TL = false;

increasing\_TR = false;

decreasing\_TR = false;

increasing\_BL = false;

decreasing\_BL = false;

increasing\_BR = false;

decreasing\_BR = false;

readGesture = false;

}

break;

case 5:

// The next if statement checks if 3 sensors are increasing its value and if it is true then store a "down" gesture

if((increasing\_BR && increasing\_BL && increasing\_TL) || (increasing\_TR && increasing\_BL && increasing\_TL) || (increasing\_TR && increasing\_BR && increasing\_TL) || (increasing\_TR && increasing\_BR && increasing\_BL)){

if(readGesture){

Serial.println("DOWN");

gesture = 5;

holdMillis = 300;

lastHoldMillis = millis();

}

expectedGesture = 0;

increasing\_TL = false;

decreasing\_TL = false;

increasing\_TR = false;

decreasing\_TR = false;

increasing\_BL = false;

decreasing\_BL = false;

increasing\_BR = false;

decreasing\_BR = false;

readGesture = false;

}

break;\*/

}

}

}

void processHoldGesture(){

// If the actual "distance\_xx" minus the "lastDistanceHold\_xx" (saved when the gesture was detected)

// is within a range (20) then make a "hold gesture" action

if(-20 <= distance\_TR - lastDistanceHold\_TR && distance\_TR - lastDistanceHold\_TR <= 20 && -20 <= distance\_TL - lastDistanceHold\_TL && distance\_TL - lastDistanceHold\_TL <= 20 && -20 <= distance\_BR - lastDistanceHold\_BR && distance\_BR - lastDistanceHold\_BR <= 20 && -20 <= distance\_BL - lastDistanceHold\_BL && distance\_BL - lastDistanceHold\_BL <= 20 && -20 <= distance\_R - lastDistanceHold\_R && distance\_R - lastDistanceHold\_R <= 20 && -20 <= distance\_L - lastDistanceHold\_L && distance\_L - lastDistanceHold\_L <= 20){

if(distance\_TR != 0 || distance\_TL != 0 || distance\_BR != 0 || distance\_BL != 0 || distance\_L != 0 || distance\_R != 0 ){

switch(gesture){

case 1:

if(millis() - lastHoldMillis > holdMillis){

holdMillis = 100;

Serial.println("HOLD EAST");

lastHoldMillis = millis();

}

break;

case 2:

if(millis() - lastHoldMillis > holdMillis){

holdMillis = 100;

Serial.println("HOLD WEST");

lastHoldMillis = millis();

}

break;

case 3:

if(millis() - lastHoldMillis > holdMillis){

holdMillis = 100;

Serial.println("HOLD SOUTH");

lastHoldMillis = millis();

}

break;

case 4:

if(millis() - lastHoldMillis > holdMillis){

holdMillis = 100;

Serial.println("HOLD NORTH");

lastHoldMillis = millis();

}

break;

}

}

else{

// Set a high numbenr for the "lastDistanceHold" vars to stop reading a "hold gesture" action

lastDistanceHold\_TL = 20000;

lastDistanceHold\_TR = 20000;

lastDistanceHold\_BR = 20000;

lastDistanceHold\_BL = 20000;

}

}

else{

lastDistanceHold\_TL = 20000;

lastDistanceHold\_TR = 20000;

lastDistanceHold\_BL = 20000;

lastDistanceHold\_BR = 20000;

lastDistanceHold\_R = 20000;

lastDistanceHold\_L = 20000;

}

}

* Arduino Uno 2(receiver):

#define IR\_RX\_TL A0 // Top Left IR receiver photodiode on analog pin A0

#define IR\_RX\_TR A1 // Top Right IR receiver photodiode on analog pin A1

#define IR\_RX\_BL A2 // IR receiver photodiode on analog pin A2

#define IR\_RX\_BR A3 // IR receiver photodiode on analog pin A3

#define IR\_RX\_L A4

#define IR\_RX\_R A5

#define IR\_TX\_TL 2 // Top Left IR emitter LED on digital pin 2

#define IR\_TX\_TR 3 // Top Right IR emitter LED on digital pin 3

#define IR\_TX\_BL 4 // Bottom Left IR emitter LED on digital pin 4

#define IR\_TX\_BR 5 // Bottom Right IR emitter LED on digital pin 5

#define IR\_TX\_L 6

#define IR\_TX\_R 7

bool readGesture = true; // Used to process the gesture

int ambientIR\_TL; // Stores the ambient IR value read from the TL IR receiver

int ambientIR\_TR; // Stores the ambient IR value read from the TR IR receiver

int ambientIR\_BL; // Stores the ambient IR value read from the BL IR receiver

int ambientIR\_BR; // Stores the ambient IR value read from the BR IR receiver

int ambientIR\_L;

int ambientIR\_R;

int obstacleIR\_TL; // Stores the raw object IR value read from the TL IR receiver

int obstacleIR\_TR; // Stores the raw object IR value read from the TR IR receiver

int obstacleIR\_BL; // Stores the raw object IR value read from the BL IR receiver

int obstacleIR\_BR; // Stores the raw object IR value read from the BR IR receiver

int obstacleIR\_L;

int obstacleIR\_R;

int value\_TL[10]; // Stores the IR value read from the TL IR receiver

int value\_TR[10]; // Stores the IR value read from the TR IR receiver

int value\_BL[10]; // Stores the IR value read from the BL IR receiver

int value\_BR[10]; // Stores the IR value read from the BR IR receiver

int value\_L[10];

int value\_R[10];

int distance\_TL; // Stores the mapped IR value read from the TL IR receiver

int distance\_TR; // Stores the mapped IR value read from the TR IR receiver

int distance\_BL; // Stores the mapped IR value read from the BL IR receiver

int distance\_BR; // Stores the mapped IR value read from the BR IR receiver

int distance\_L;

int distance\_R;

int calibration\_TL; // Stores the raw IR value read from the TL receiver when the Arduino is powered

int calibration\_TR; // Stores the raw IR value read from the TR receiver when the Arduino is powered

int calibration\_BL; // Stores the raw IR value read from the BL receiver when the Arduino is powered

int calibration\_BR; // Stores the raw IR value read from the BR receiver when the Arduino is powered

int calibration\_L;

int calibration\_R;

int lastDistanceHold\_TL; // The next variables are used to detect a "hold gesture" action

int lastDistanceHold\_TR;

int lastDistanceHold\_BL;

int lastDistanceHold\_BR;

int lastDistanceHold\_L;

int lastDistanceHold\_R;

int holdMillis = 300; // Used in a timer to determine a "hold gesture" action

uint8\_t distanceArray\_TL[100]; // Stores the last 100 IR values from the TL IR receiver to determine the gesture later

uint8\_t distanceArray\_TR[100]; // Stores the last 100 IR values from the TR IR receiver to determine the gesture later

uint8\_t distanceArray\_BL[100]; // Stores the last 100 IR values from the BL IR receiver to determine the gesture later

uint8\_t distanceArray\_BR[100]; // Stores the last 100 IR values from the BR IR receiver to determine the gesture

uint8\_t distanceArray\_L[100];

uint8\_t distanceArray\_R[100];

uint8\_t distanceArrayCounter = 0; // Used to access the previous array's content

uint8\_t gesture = 0; // Stores the gesture

uint32\_t lastHoldMillis = 0;

void setup() {

// put your setup code here, to run once:

Serial.begin(9600);

pinMode(IR\_TX\_TL, OUTPUT);

pinMode(IR\_TX\_TR, OUTPUT);

pinMode(IR\_TX\_BL, OUTPUT);

pinMode(IR\_TX\_BR, OUTPUT);

pinMode(IR\_TX\_L, OUTPUT);

pinMode(IR\_TX\_R, OUTPUT);

digitalWrite(IR\_TX\_TL, LOW);

digitalWrite(IR\_TX\_TR, LOW);

digitalWrite(IR\_TX\_BL, LOW);

digitalWrite(IR\_TX\_BR, LOW);

digitalWrite(IR\_TX\_L, LOW);

digitalWrite(IR\_TX\_R, LOW);

calibrateIR();

}

void loop() {

// put your main code here, to run repeatedly:

readIR(5); // Read 5 times the IR values and store the average

determineGesture(); // It determines the type of gesture made

// processHoldGesture(); // It checks if the hand is being hold

}

void calibrateIR(){

for(uint8\_t x = 0; x < 5; x++){

digitalWrite(IR\_TX\_TL,LOW);

digitalWrite(IR\_TX\_TR,LOW);

digitalWrite(IR\_TX\_BL,LOW);

digitalWrite(IR\_TX\_BR,LOW);

digitalWrite(IR\_TX\_L,LOW);

digitalWrite(IR\_TX\_R,LOW);

delay(2);

ambientIR\_TL = analogRead(IR\_RX\_TL);

ambientIR\_TR = analogRead(IR\_RX\_TR);

ambientIR\_BL = analogRead(IR\_RX\_BL);

ambientIR\_BR = analogRead(IR\_RX\_BR);

ambientIR\_L = analogRead(IR\_RX\_L);

ambientIR\_R = analogRead(IR\_RX\_R);

digitalWrite(IR\_TX\_TL,HIGH);

digitalWrite(IR\_TX\_TR,HIGH);

digitalWrite(IR\_TX\_BL,HIGH);

digitalWrite(IR\_TX\_BR,HIGH);

digitalWrite(IR\_TX\_L,HIGH);

digitalWrite(IR\_TX\_R,HIGH);

delay(1);

obstacleIR\_TL = analogRead(IR\_RX\_TL);

obstacleIR\_TR = analogRead(IR\_RX\_TR);

obstacleIR\_BL = analogRead(IR\_RX\_BL);

obstacleIR\_BR = analogRead(IR\_RX\_BR);

obstacleIR\_L = analogRead(IR\_RX\_L);

obstacleIR\_R = analogRead(IR\_RX\_R);

value\_TL[x] = - ambientIR\_TL + obstacleIR\_TL;

value\_TR[x] = - ambientIR\_TR + obstacleIR\_TR;

value\_BL[x] = - ambientIR\_BL + obstacleIR\_BL;

value\_BR[x] = - ambientIR\_BR + obstacleIR\_BR;

value\_L[x] = - ambientIR\_L + obstacleIR\_L;

value\_R[x] = - ambientIR\_R + obstacleIR\_R;

}

for(uint8\_t x = 0; x < 5; x++){

distance\_TL += value\_TL[x];

distance\_TR += value\_TR[x];

distance\_BL += value\_BL[x];

distance\_BR += value\_BR[x];

distance\_L += value\_L[x];

distance\_R += value\_R[x];

}

calibration\_TL = (distance\_TL / 5);

calibration\_TR = (distance\_TR / 5);

calibration\_BL = (distance\_BL / 5);

calibration\_BR = (distance\_BR / 5);

calibration\_L = (distance\_L / 5);

calibration\_R = (distance\_R / 5);

}

void readIR(uint8\_t times){

for(uint8\_t x = 0; x < times; x++){

digitalWrite(IR\_TX\_TL,LOW); // We need to turn off the IR LEDs to read the ambient IR

digitalWrite(IR\_TX\_TR,LOW);

digitalWrite(IR\_TX\_BL,LOW);

digitalWrite(IR\_TX\_BR,LOW);

digitalWrite(IR\_TX\_L,LOW);

digitalWrite(IR\_TX\_R,LOW);

delay(2); // Wait until the IR LEDs are completely turned off

ambientIR\_TL = analogRead(IR\_RX\_TL); // Stores the ambient IR light

ambientIR\_TR = analogRead(IR\_RX\_TR);

ambientIR\_BL = analogRead(IR\_RX\_BL);

ambientIR\_BR = analogRead(IR\_RX\_BR);

ambientIR\_L = analogRead(IR\_RX\_L);

ambientIR\_R = analogRead(IR\_RX\_R);

digitalWrite(IR\_TX\_TL,HIGH); // Turn on the IR LEDs to read the IR light reflected by the obstacle

digitalWrite(IR\_TX\_TR,HIGH);

digitalWrite(IR\_TX\_BL,HIGH);

digitalWrite(IR\_TX\_BR,HIGH);

digitalWrite(IR\_TX\_L,HIGH);

digitalWrite(IR\_TX\_R,HIGH);

delay(1); // Wait until the IR LEDs are completely turned on

obstacleIR\_TL = analogRead(IR\_RX\_TL); // Stores the IR light reflected by the obstacle

obstacleIR\_TR = analogRead(IR\_RX\_TR);

obstacleIR\_BL = analogRead(IR\_RX\_BL);

obstacleIR\_BR = analogRead(IR\_RX\_BR);

obstacleIR\_L = analogRead(IR\_RX\_L);

obstacleIR\_R = analogRead(IR\_RX\_R);

value\_TL[x] = - ambientIR\_TL + obstacleIR\_TL; // Store the IR value to later calculate the average

value\_TR[x] = - ambientIR\_TR + obstacleIR\_TR;

value\_BL[x] = - ambientIR\_BL + obstacleIR\_BL;

value\_BR[x] = - ambientIR\_BR + obstacleIR\_BR;

value\_L[x] = - ambientIR\_L + obstacleIR\_L;

value\_R[x] = - ambientIR\_R + obstacleIR\_R;

}

for(uint8\_t x = 0; x < times; x++){ // Calculate the average IR value per sensor

distance\_TL += value\_TL[x];

distance\_TR += value\_TR[x];

distance\_BL += value\_BL[x];

distance\_BR += value\_BR[x];

distance\_L += value\_L[x];

distance\_R += value\_R[x];

}

distance\_TL = (distance\_TL / times); // Save the distance value

distance\_TR = (distance\_TR / times);

distance\_BL = (distance\_BL / times);

distance\_BR = (distance\_BR / times);

distance\_L = (distance\_L / times);

distance\_R = (distance\_R / times);

if(calibration\_TL + 50 > distance\_TL){ // Calibrate the sensors

distance\_TL = 0;

}

else{

distance\_TL -= calibration\_TL + 50;

}

if(calibration\_TR + 50 > distance\_TR){

distance\_TR = 0;

}

else{

distance\_TR -= calibration\_TR + 50;

}

if(calibration\_BL + 50 > distance\_BL){

distance\_BL = 0;

}

else{

distance\_BL -= calibration\_BL + 50;

}

if(calibration\_BR + 50 > distance\_BR){

distance\_BR = 0;

}

else{

distance\_BR -= calibration\_BR + 50;

}

if(calibration\_L + 50 > distance\_L){

distance\_L = 0;

}

else{

distance\_L -= calibration\_L + 50;

}

if(calibration\_R + 50 > distance\_R){

distance\_R = 0;

}

else{

distance\_R -= calibration\_R + 50;

}

// If any distance is greater than 0 then map it from a 0-1023 range to a 0-255 range (to be able to store it in a 1B variable) and store it in an array

if(distance\_TL != 0 || distance\_TR != 0 || distance\_BL != 0 || distance\_BR != 0 || distance\_L != 0 || distance\_R != 0){

distance\_TR = map(constrain(distance\_TR, 0, 1100), 0, 1100, 0, 255);

distance\_TL = map(constrain(distance\_TL, 0, 1100), 0, 1100, 0, 255);

distance\_BR = map(constrain(distance\_BR, 0, 1100), 0, 1100, 0, 255);

distance\_BL = map(constrain(distance\_BL, 0, 1100), 0, 1100, 0, 255);

distance\_L = map(constrain(distance\_L, 0, 1100), 0, 1100, 0, 255);

distance\_R = map(constrain(distance\_R, 0, 1100), 0, 1100, 0, 255);

if(distanceArrayCounter < 100){

distanceArray\_TR[distanceArrayCounter] = distance\_TR;

distanceArray\_TL[distanceArrayCounter] = distance\_TL;

distanceArray\_BR[distanceArrayCounter] = distance\_BR;

distanceArray\_BL[distanceArrayCounter] = distance\_BL;

distanceArray\_R[distanceArrayCounter] = distance\_R;

distanceArray\_L[distanceArrayCounter] = distance\_L;

distanceArrayCounter += 1;

}

else{

distanceArray\_TR[0] = distance\_TR;

distanceArray\_TL[0] = distance\_TL;

distanceArray\_BR[0] = distance\_BR;

distanceArray\_BL[0] = distance\_BL;

distanceArray\_L[0] = distance\_L;

distanceArray\_R[0] = distance\_R;

distanceArrayCounter = 1;

}

}

else if(distance\_TL == 0 && distance\_TR == 0 && distance\_BL == 0 && distance\_BR == 0 && distance\_L == 0 && distance\_R == 0){ // If not then reset the arrays

readGesture = true;

distanceArrayCounter = 0;

distanceArray\_TR[0] = 0;

distanceArray\_TL[0] = 0;

distanceArray\_BR[0] = 0;

distanceArray\_BL[0] = 0;

distanceArray\_R[0] = 0;

distanceArray\_L[0] = 0;

}

}

void determineGesture(){

if(distanceArrayCounter > 2){ // If the arrays have more than 2 elements then determine the gesture

uint8\_t distancePost\_TL = 0; // The next "distancePost..." vars are the sum of it previous value plus

uint8\_t distancePost\_TR = 0; // the last element minus the previous element of the array

uint8\_t distancePost\_BL = 0;

uint8\_t distancePost\_BR = 0;

uint8\_t distancePost\_L = 0;

uint8\_t distancePost\_R = 0;

uint8\_t distancePostNeg\_TL = 0;

uint8\_t distancePostNeg\_TR = 0;

uint8\_t distancePostNeg\_BL = 0;

uint8\_t distancePostNeg\_BR = 0;

uint8\_t distancePostNeg\_R = 0;

uint8\_t distancePostNeg\_L = 0;

uint8\_t expectedGesture = 0; // Used later to determine the gesture made

bool increasing\_TL = false; // Used later to determine the gesture made. If the IR sensor's value

bool decreasing\_TL = false; // increases then "increasing\_xx" is true. Otherwise, if it decreasing

bool increasing\_TR = false; // then "decreasing\_xx" is true

bool decreasing\_TR = false;

bool increasing\_BL = false;

bool decreasing\_BL = false;

bool increasing\_BR = false;

bool decreasing\_BR = false;

bool increasing\_L = false;

bool decreasing\_L = false;

bool increasing\_R = false;

bool decreasing\_R = false;

// For every element in the distanceArray...

for(uint8\_t x = 1; x < distanceArrayCounter; x++){

// Update the "distancePost..." vars values

if(distanceArray\_TL[x] - distanceArray\_TL[x-1] > 0){

distancePost\_TL += distanceArray\_TL[x] - distanceArray\_TL[x-1];

}

else{

distancePostNeg\_TL += distanceArray\_TL[x-1] - distanceArray\_TL[x];

}

if(distanceArray\_TR[x] - distanceArray\_TR[x-1] > 0){

distancePost\_TR += distanceArray\_TR[x] - distanceArray\_TR[x-1];

}

else{

distancePostNeg\_TR += distanceArray\_TR[x-1] - distanceArray\_TR[x];

}

if(distanceArray\_BL[x] - distanceArray\_BL[x-1] > 0){

distancePost\_BL += distanceArray\_BL[x] - distanceArray\_BL[x-1];

}

else{

distancePostNeg\_BL += distanceArray\_BL[x-1] - distanceArray\_BL[x];

}

if(distanceArray\_BR[x] - distanceArray\_BR[x-1] > 0){

distancePost\_BR += distanceArray\_BR[x] - distanceArray\_BR[x-1];

}

else{

distancePostNeg\_BR += distanceArray\_BR[x-1] - distanceArray\_BR[x];

}

if(distanceArray\_L[x] - distanceArray\_L[x-1] > 0){

distancePost\_L += distanceArray\_L[x] - distanceArray\_L[x-1];

}

else{

distancePostNeg\_L += distanceArray\_L[x-1] - distanceArray\_L[x];

}

if(distanceArray\_R[x] - distanceArray\_R[x-1] > 0){

distancePost\_R += distanceArray\_R[x] - distanceArray\_R[x-1];

}

else{

distancePostNeg\_R += distanceArray\_R[x-1] - distanceArray\_R[x];

}

}

// Based on the "distancePost..." vars determine if the value is increasing or decreasing

if(distancePost\_TL > 10 && distancePostNeg\_TL < 10){

increasing\_TL = true;

decreasing\_TL = false;

}

else if(distancePostNeg\_TL > 10){

increasing\_TL = false;

decreasing\_TL = true;

}

if(distancePost\_TR > 10 && distancePostNeg\_TR < 10){

increasing\_TR = true;

decreasing\_TR = false;

}

else if(distancePostNeg\_TR > 10){

increasing\_TR = false;

decreasing\_TR = true;

}

if(distancePost\_BL > 10 && distancePostNeg\_BL < 10){

increasing\_BL = true;

decreasing\_BL = false;

}

else if(distancePostNeg\_BL > 10){

increasing\_BL = false;

decreasing\_BL = true;

}

if(distancePost\_BR > 10 && distancePostNeg\_BR < 10){

increasing\_BR = true;

decreasing\_BR = false;

}

else if(distancePostNeg\_BR > 10){

increasing\_BR = false;

decreasing\_BR = true;

}

if(distancePost\_L > 10 && distancePostNeg\_L < 10){

increasing\_L = true;

decreasing\_L = false;

}

else if(distancePostNeg\_L > 10){

increasing\_L = false;

decreasing\_L = true;

}

if(distancePost\_R > 10 && distancePostNeg\_R < 10){

increasing\_BR = true;

decreasing\_BR = false;

}

else if(distancePostNeg\_R > 10){

increasing\_R = false;

decreasing\_R = true;

}

// Determine the type of gesture //for present south and north gestures have not been updated

switch(expectedGesture){

case 0: // If "expectedGesture" is 0 then determine the expected gesture

// by analyzing if the sensors' values are increasing or decreasing

if((increasing\_TR && !increasing\_TL) || (increasing\_BR && !increasing\_BL) || (increasing\_R && !increasing\_L)){ // Left to right movement

expectedGesture = 1; // Expected an "east" gesture

}

else if((!increasing\_TR && increasing\_TL) || (!increasing\_BR && increasing\_BL) || (!increasing\_R && increasing\_L)){ // Right to left movement

expectedGesture = 2; // Expected a "west" gesture

}

else if(increasing\_TR && increasing\_TL && !increasing\_BL && !increasing\_BR){ // Top to bottom movement

expectedGesture = 3; // Expected a "south" gesture

}

else if(increasing\_BR && increasing\_BL && !increasing\_TL && !increasing\_TR){ // Bottom to top movement

expectedGesture = 4; // Expected a "north" gesture

}

// Check if the current "distance\_xx" minus the 2nd element in the array is greater than 50 then it is a "down" movement.

// The "increasing\_xx" vars are not used because they are very precise and they didn´t detect the "down" movement most of the time.

else if(distance\_TL - distanceArray\_TL[2] > 50 && distance\_TR - distanceArray\_TR[2] > 50 && distance\_BL - distanceArray\_BL[2] > 50 && distance\_BR - distanceArray\_BR[2] > 50){ // Up to down movementd

expectedGesture = 5; // Expected a "down" gesture

}

case 1:

// If "expectedGesture" is "east" then check if TR and BR sensors are increasing and TL and BL are decreasing.

// If this is true then save the current distance to the var "lastDistanceHold" to use it later to check a "hold

// gesture" action. Also, reset the "expectedGesture" var and set the "gesture" var to 1 ("east")

if((increasing\_TR && !increasing\_TL) || (increasing\_BR && !increasing\_BL) || (increasing\_R && !increasing\_L)){

lastDistanceHold\_TR = distance\_TR;

lastDistanceHold\_BR = distance\_BR;

lastDistanceHold\_TL = distance\_TL;

lastDistanceHold\_BL = distance\_BL;

lastDistanceHold\_R = distance\_R;

lastDistanceHold\_L = distance\_L;

if(readGesture){

Serial.println("EAST");

gesture = 1;

holdMillis = 300; // Change it to 300ms to add a small delay between the gesture "east" and the "hold gesture" action

lastHoldMillis = millis();

Serial.readBytes(command,2);

if (command[0] == '1' && command[1] == '0'){

Serial.println("ROTATE RIGHT");

}

else if (command[0] == '0' && command[0] == '1'){

Serial.println("ZOOM OUT");

}

}

expectedGesture = 0;

increasing\_TL = false;

decreasing\_TL = false;

increasing\_TR = false;

decreasing\_TR = false;

increasing\_BL = false;

decreasing\_BL = false;

increasing\_BR = false;

decreasing\_BR = false;

increasing\_R = false;

decreasing\_R = false;

increasing\_L = false;

decreasing\_L = false;

readGesture = false;

}

case 2:

if((!increasing\_TR && increasing\_TL) || (!increasing\_BR && increasing\_BL) || (!increasing\_R && increasing\_L)){

if(readGesture){

Serial.println("WEST");

gesture = 2;

holdMillis = 300;

lastHoldMillis = millis();

Serial.readBytes(command,2);

if (command[0] == '1' && command[1] == '0'){

Serial.println("ZOOM IN");

}

else if (command[0] == '0' && command[1] == '1'){

Serial.println("ROTATE LEFT");

}

}

expectedGesture = 0;

lastDistanceHold\_TR = distance\_TR;

lastDistanceHold\_BR = distance\_BR;

lastDistanceHold\_TL = distance\_TL;

lastDistanceHold\_BL = distance\_BL;

lastDistanceHold\_R = distance\_R;

lastDistanceHold\_L = distance\_L;

increasing\_TL = false;

decreasing\_TL = false;

increasing\_TR = false;

decreasing\_TR = false;

increasing\_BL = false;

decreasing\_BL = false;

increasing\_BR = false;

decreasing\_BR = false;

increasing\_R = false;

decreasing\_R = false;

increasing\_L = false;

decreasing\_L = false;

readGesture = false;

}

break;

/\* case 3:

if(increasing\_BR && increasing\_BL && decreasing\_TL && decreasing\_TR){

if(readGesture){

Serial.println("SOUTH");

gesture = 3;

holdMillis = 300;

lastHoldMillis = millis();

}

expectedGesture = 0;

lastDistanceHold\_TR = distance\_TR;

lastDistanceHold\_BR = distance\_BR;

lastDistanceHold\_TL = distance\_TL;

lastDistanceHold\_BL = distance\_BL;

increasing\_TL = false;

decreasing\_TL = false;

increasing\_TR = false;

decreasing\_TR = false;

increasing\_BL = false;

decreasing\_BL = false;

increasing\_BR = false;

decreasing\_BR = false;

readGesture = false;

}

break;

case 4:

if(increasing\_TR && increasing\_TL && decreasing\_BL && decreasing\_BR){

if(readGesture){

Serial.println("NORTH");

gesture = 4;

holdMillis = 300;

lastHoldMillis = millis();

}

expectedGesture = 0;

lastDistanceHold\_TR = distance\_TR;

lastDistanceHold\_BR = distance\_BR;

lastDistanceHold\_TL = distance\_TL;

lastDistanceHold\_BL = distance\_BL;

increasing\_TL = false;

decreasing\_TL = false;

increasing\_TR = false;

decreasing\_TR = false;

increasing\_BL = false;

decreasing\_BL = false;

increasing\_BR = false;

decreasing\_BR = false;

readGesture = false;

}

break;

case 5:

// The next if statement checks if 3 sensors are increasing its value and if it is true then store a "down" gesture

if((increasing\_BR && increasing\_BL && increasing\_TL) || (increasing\_TR && increasing\_BL && increasing\_TL) || (increasing\_TR && increasing\_BR && increasing\_TL) || (increasing\_TR && increasing\_BR && increasing\_BL)){

if(readGesture){

Serial.println("DOWN");

gesture = 5;

holdMillis = 300;

lastHoldMillis = millis();

}

expectedGesture = 0;

increasing\_TL = false;

decreasing\_TL = false;

increasing\_TR = false;

decreasing\_TR = false;

increasing\_BL = false;

decreasing\_BL = false;

increasing\_BR = false;

decreasing\_BR = false;

readGesture = false;

}

break;\*/

}

}

}

void processHoldGesture(){

// If the actual "distance\_xx" minus the "lastDistanceHold\_xx" (saved when the gesture was detected)

// is within a range (20) then make a "hold gesture" action

if(-20 <= distance\_TR - lastDistanceHold\_TR && distance\_TR - lastDistanceHold\_TR <= 20 && -20 <= distance\_TL - lastDistanceHold\_TL && distance\_TL - lastDistanceHold\_TL <= 20 && -20 <= distance\_BR - lastDistanceHold\_BR && distance\_BR - lastDistanceHold\_BR <= 20 && -20 <= distance\_BL - lastDistanceHold\_BL && distance\_BL - lastDistanceHold\_BL <= 20 && -20 <= distance\_R - lastDistanceHold\_R && distance\_R - lastDistanceHold\_R <= 20 && -20 <= distance\_L - lastDistanceHold\_L && distance\_L - lastDistanceHold\_L <= 20){

if(distance\_TR != 0 || distance\_TL != 0 || distance\_BR != 0 || distance\_BL != 0 || distance\_L != 0 || distance\_R != 0 ){

switch(gesture){

case 1:

if(millis() - lastHoldMillis > holdMillis){

holdMillis = 100;

Serial.println("HOLD EAST");

lastHoldMillis = millis();

}

break;

case 2:

if(millis() - lastHoldMillis > holdMillis){

holdMillis = 100;

Serial.println("HOLD WEST");

lastHoldMillis = millis();

}

break;

case 3:

if(millis() - lastHoldMillis > holdMillis){

holdMillis = 100;

Serial.println("HOLD SOUTH");

lastHoldMillis = millis();

}

break;

case 4:

if(millis() - lastHoldMillis > holdMillis){

holdMillis = 100;

Serial.println("HOLD NORTH");

lastHoldMillis = millis();

}

break;

}

}

else{

// Set a high numbenr for the "lastDistanceHold" vars to stop reading a "hold gesture" action

lastDistanceHold\_TL = 20000;

lastDistanceHold\_TR = 20000;

lastDistanceHold\_BR = 20000;

lastDistanceHold\_BL = 20000;

}

}

else{

lastDistanceHold\_TL = 20000;

lastDistanceHold\_TR = 20000;

lastDistanceHold\_BL = 20000;

lastDistanceHold\_BR = 20000;

lastDistanceHold\_R = 20000;

lastDistanceHold\_L = 20000;

}

}

* After Anshul completed the code, he, Anwesh and Gaurav firstly insulated some connections which weren’t done. Firstly, the sensor board was checked for a 2x2 matrix wherein we printed the output on serial monitor and thereby decided to check. Though it worked fine for some cases, sometimes the leds wouldn’t glow. Then we checked it for 3x2 matrix. There were many problems like wrong , erroneous output used to be printed onto the serial monitor, sometimes the Arduino wouldn’t work because Vcc and ground were shorted indicating improper insulation, leds would glow too much bright indicating it was directly connected to Vcc. So, Gaurav decided to debug and check the entire circuit of the board and Anshul decided to again recheck his code and also figure out how to communicate between the two Arduinos.

**WEEK 5:**

* Gaurav began testing the sensor board. Firstly he checked whether each set was working using a simple code on Arduino. Sometimes the ir sensors worked properly (which was checked through the analog values printed on the serial monitor and through mobile camera wherein the ir led would seem emitting light of violet colour), but the leds wouldn’t glow. Most of the times it was due to open circuit. The audible continuity in multimeter helped a lot to determine short and open connections. Most of the times, instead of re-soldering incase of open circuit, he would crimp the wires and insulate them properly. Finally after 2 days of testing, all sets of sensors managed to work. Those which needed to be soldered were done in tinkerer’s lab.
* Anshul: As the above method of communication between the two was not working we decided to use arduino mega .For this to work the two separate codes were merged into one single code with the same functions as above but all of them were present twice(one for each set of six photodiodes). One more gesture was added which was to change the model which was being projected . This was done by removing the bottom most layer of photodiodes from the main code and rewriting them as switches for changing the model(when the intensity recorded by the photodiode was more than a threshold intensity the model was changed according to the number of photodiode).The final code is as below:-

#define IR\_RX\_TL2 A3 // Top Left IR receiver photodiode on analog pin A0

#define IR\_RX\_TR2 A15 // Top Right IR receiver photodiode on analog pin A1

#define IR\_RX\_L2 A5

#define IR\_RX\_R2 A4

#define IR\_TX\_TL2 9 // Top Left IR emitter LED on digital pin 2

#define IR\_TX\_TR2 10 // Top Right IR emitter LED on digital pin 3

#define IR\_TX\_L2 7

#define IR\_TX\_R2 8

bool readGesture2 = true; // Used to process the gesture2

int a=0;

int b=0;

int ambientIR\_TL2; // Stores the ambient IR value read from the TL2 IR receiver

int ambientIR\_TR2; // Stores the ambient IR value read from the TR2 IR receiver

int ambientIR\_L2;

int ambientIR\_R2;

int obstacleIR\_TL2; // Stores the raw object IR value read from the TL2 IR receiver

int obstacleIR\_TR2; // Stores the raw object IR value read from the TR2 IR receiver

int obstacleIR\_L2;

int obstacleIR\_R2;

int value\_TL2[10]; // Stores the IR value read from the TL2 IR receiver

int value\_TR2[10]; // Stores the IR value read from the TR2 IR receiver

int value\_L2[10];

int value\_R2[10];

int distance\_TL2; // Stores the mapped IR value read from the TL2 IR receiver

int distance\_TR2; // Stores the mapped IR value read from the TR2 IR receiver

int distance\_L2;

int distance\_R2;

int caliBR2ation\_TL2; // Stores the raw IR value read from the TL2 receiver when the Arduino is powered

int caliBR2ation\_TR2; // Stores the raw IR value read from the TR2 receiver when the Arduino is powered

int caliBR2ation\_L2;

int caliBR2ation\_R2;

int lastDistanceHold\_TL2; // The next variaBL2es are used to detect a "hold gesture2" action

int lastDistanceHold\_TR2;

int lastDistanceHold\_L2;

int lastDistanceHold\_R2;

int holdMillis2 = 300; // Used in a timer to determine a "hold gesture2" action

uint8\_t distanceArray\_TL2[100]; // Stores the last 100 IR values from the TL2 IR receiver to determine the gesture2 later

uint8\_t distanceArray\_TR2[100]; // Stores the last 100 IR values from the TR2 IR receiver to determine the gesture2 later

uint8\_t distanceArray\_L2[100];

uint8\_t distanceArray\_R2[100];

uint8\_t distanceArrayCounter2 = 0; // Used to access the previous array's content

uint8\_t gesture2 = 0; // Stores the gesture2

uint32\_t lastHoldMillis2 = 0;

#define IR\_RX\_TL A9 // Top Left IR receiver photodiode on analog pin A0

#define IR\_RX\_TR A8 // Top Right IR receiver photodiode on analog pin A1

#define IR\_RX\_L A11

#define IR\_RX\_R A10

#define IR\_TX\_TL 3 // Top Left IR emitter LED on digital pin 2

#define IR\_TX\_TR 4 // Top Right IR emitter LED on digital pin 3

#define IR\_TX\_L 22

#define IR\_TX\_R 2

bool readGesture = true; // Used to process the gesture

int ambientIR\_TL; // Stores the ambient IR value read from the TL IR receiver

int ambientIR\_TR; // Stores the ambient IR value read from the TR IR receiver

int ambientIR\_L;

int ambientIR\_R;

int obstacleIR\_TL; // Stores the raw object IR value read from the TL IR receiver

int obstacleIR\_TR; // Stores the raw object IR value read from the TR IR receiver

int obstacleIR\_L;

int obstacleIR\_R;

int value\_TL[10]; // Stores the IR value read from the TL IR receiver

int value\_TR[10]; // Stores the IR value read from the TR IR receiver

int value\_L[10];

int value\_R[10];

int distance\_TL; // Stores the mapped IR value read from the TL IR receiver

int distance\_TR; // Stores the mapped IR value read from the TR IR receiver

int distance\_L;

int distance\_R;

int calibration\_TL; // Stores the raw IR value read from the TL receiver when the Arduino is powered

int calibration\_TR; // Stores the raw IR value read from the TR receiver when the Arduino is powered

int calibration\_L;

int calibration\_R;

int lastDistanceHold\_TL; // The next variables are used to detect a "hold gesture" action

int lastDistanceHold\_TR;

int lastDistanceHold\_L;

int lastDistanceHold\_R;

int holdMillis = 300; // Used in a timer to determine a "hold gesture" action

uint8\_t distanceArray\_TL[100]; // Stores the last 100 IR values from the TL IR receiver to determine the gesture later

uint8\_t distanceArray\_TR[100]; // Stores the last 100 IR values from the TR IR receiver to determine the gesture later

uint8\_t distanceArray\_L[100];

uint8\_t distanceArray\_R[100];

uint8\_t distanceArrayCounter = 0; // Used to access the previous array's content

uint8\_t gesture = 0; // Stores the gesture

uint32\_t lastHoldMillis = 0;

void setup() {

// put your setup code here, to run once:

Serial.begin(9600);

pinMode(IR\_TX\_TL, OUTPUT);

pinMode(IR\_TX\_TR, OUTPUT);

pinMode(IR\_TX\_L, OUTPUT);

pinMode(IR\_TX\_R, OUTPUT);

digitalWrite(IR\_TX\_TL, LOW);

digitalWrite(IR\_TX\_TR, LOW);

digitalWrite(IR\_TX\_L, LOW);

digitalWrite(IR\_TX\_R, LOW);

calibrateIR();

pinMode(IR\_TX\_TL2, OUTPUT);

pinMode(IR\_TX\_TR2, OUTPUT);

pinMode(IR\_TX\_L2, OUTPUT);

pinMode(IR\_TX\_R2, OUTPUT);

digitalWrite(IR\_TX\_TL2, LOW);

digitalWrite(IR\_TX\_TR2, LOW);

digitalWrite(IR\_TX\_L2, LOW);

digitalWrite(IR\_TX\_R2, LOW);

pinMode(5,OUTPUT);

pinMode(6,OUTPUT);

pinMode(11,OUTPUT);

pinMode(12,OUTPUT);

digitalWrite(5,HIGH);

digitalWrite(6,HIGH);

digitalWrite(11,HIGH);

digitalWrite(12,HIGH);

caliBR2ateIR();

}

void loop() {

// put your main code here, to run repeatedly:

readIR(5); // Read 5 times the IR values and store the average

readIR2(5);

determineGesture(); // It determines the type of gesture made

determinegesture2();

processHoldGesture(); // It checks if the hand is being hold

processHoldgesture2();

f();

g();

}

void calibrateIR(){

for(uint8\_t x = 0; x < 5; x++){

digitalWrite(IR\_TX\_TL,LOW);

digitalWrite(IR\_TX\_TR,LOW);

digitalWrite(IR\_TX\_L,LOW);

digitalWrite(IR\_TX\_R,LOW);

delay(2);

ambientIR\_TL = analogRead(IR\_RX\_TL);

ambientIR\_TR = analogRead(IR\_RX\_TR);

ambientIR\_L = analogRead(IR\_RX\_L);

ambientIR\_R = analogRead(IR\_RX\_R);

digitalWrite(IR\_TX\_TL,HIGH);

digitalWrite(IR\_TX\_TR,HIGH);

digitalWrite(IR\_TX\_L,HIGH);

digitalWrite(IR\_TX\_R,HIGH);

delay(1);

obstacleIR\_TL = analogRead(IR\_RX\_TL);

obstacleIR\_TR = analogRead(IR\_RX\_TR);

obstacleIR\_L = analogRead(IR\_RX\_L);

obstacleIR\_R = analogRead(IR\_RX\_R);

value\_TL[x] = - ambientIR\_TL + obstacleIR\_TL;

value\_TR[x] = - ambientIR\_TR + obstacleIR\_TR;

value\_L[x] = - ambientIR\_L + obstacleIR\_L;

value\_R[x] = - ambientIR\_R + obstacleIR\_R;

}

for(uint8\_t x = 0; x < 5; x++){

distance\_TL += value\_TL[x];

distance\_TR += value\_TR[x];

distance\_L += value\_L[x];

distance\_R += value\_R[x];

}

calibration\_TL = (distance\_TL / 5);

calibration\_TR = (distance\_TR / 5);

calibration\_L = (distance\_L / 5);

calibration\_R = (distance\_R / 5);

}

void caliBR2ateIR(){

for(uint8\_t x = 0; x < 5; x++){

digitalWrite(IR\_TX\_TL2,LOW);

digitalWrite(IR\_TX\_TR2,LOW);

digitalWrite(IR\_TX\_L2,LOW);

digitalWrite(IR\_TX\_R2,LOW);

delay(2);

ambientIR\_TL2 = analogRead(IR\_RX\_TL2);

ambientIR\_TR2 = analogRead(IR\_RX\_TR2);

ambientIR\_L2 = analogRead(IR\_RX\_L2);

ambientIR\_R2 = analogRead(IR\_RX\_R2);

digitalWrite(IR\_TX\_TL2,HIGH);

digitalWrite(IR\_TX\_TR2,HIGH);

digitalWrite(IR\_TX\_L2,HIGH);

digitalWrite(IR\_TX\_R2,HIGH);

delay(1);

obstacleIR\_TL2 = analogRead(IR\_RX\_TL2);

obstacleIR\_TR2 = analogRead(IR\_RX\_TR2);

obstacleIR\_L2 = analogRead(IR\_RX\_L2);

obstacleIR\_R2 = analogRead(IR\_RX\_R2);

value\_TL2[x] = - ambientIR\_TL2 + obstacleIR\_TL2;

value\_TR2[x] = - ambientIR\_TR2 + obstacleIR\_TR2;

value\_L2[x] = - ambientIR\_L2 + obstacleIR\_L2;

value\_R2[x] = - ambientIR\_R2 + obstacleIR\_R2;

}

for(uint8\_t x = 0; x < 5; x++){

distance\_TL2 += value\_TL2[x];

distance\_TR2 += value\_TR2[x];

distance\_L2 += value\_L2[x];

distance\_R2 += value\_R2[x];

}

caliBR2ation\_TL2 = (distance\_TL2 / 5);

caliBR2ation\_TR2 = (distance\_TR2 / 5);

caliBR2ation\_L2 = (distance\_L2 / 5);

caliBR2ation\_R2 = (distance\_R2 / 5);

}

void readIR(uint8\_t times){

for(uint8\_t x = 0; x < times; x++){

digitalWrite(IR\_TX\_TL,LOW); // We need to turn off the IR LEDs to read the ambient IR

digitalWrite(IR\_TX\_TR,LOW);

digitalWrite(IR\_TX\_L,LOW);

digitalWrite(IR\_TX\_R,LOW);

delay(2); // Wait until the IR LEDs are completely turned off

ambientIR\_TL = analogRead(IR\_RX\_TL); // Stores the ambient IR light

ambientIR\_TR = analogRead(IR\_RX\_TR);

ambientIR\_L = analogRead(IR\_RX\_L);

ambientIR\_R = analogRead(IR\_RX\_R);

digitalWrite(IR\_TX\_TL,HIGH); // Turn on the IR LEDs to read the IR light reflected by the obstacle

digitalWrite(IR\_TX\_TR,HIGH);

digitalWrite(IR\_TX\_L,HIGH);

digitalWrite(IR\_TX\_R,HIGH);

delay(1); // Wait until the IR LEDs are completely turned on

obstacleIR\_TL = analogRead(IR\_RX\_TL); // Stores the IR light reflected by the obstacle

obstacleIR\_TR = analogRead(IR\_RX\_TR);

obstacleIR\_L = analogRead(IR\_RX\_L);

obstacleIR\_R = analogRead(IR\_RX\_R);

value\_TL[x] = - ambientIR\_TL + obstacleIR\_TL; // Store the IR value to later calculate the average

value\_TR[x] = - ambientIR\_TR + obstacleIR\_TR;

value\_L[x] = - ambientIR\_L + obstacleIR\_L;

value\_R[x] = - ambientIR\_R + obstacleIR\_R;

}

for(uint8\_t x = 0; x < times; x++){ // Calculate the average IR value per sensor

distance\_TL += value\_TL[x];

distance\_TR += value\_TR[x];

distance\_L += value\_L[x];

distance\_R += value\_R[x];

}

distance\_TL = (distance\_TL / times); // Save the distance value

distance\_TR = (distance\_TR / times);

distance\_L = (distance\_L / times);

distance\_R = (distance\_R / times);

if(calibration\_TL + 50 > distance\_TL){ // Calibrate the sensors

distance\_TL = 0;

}

else{

distance\_TL -= calibration\_TL + 50;

}

if(calibration\_TR + 50 > distance\_TR){

distance\_TR = 0;

}

else{

distance\_TR -= calibration\_TR + 50;

}

if(calibration\_L + 50 > distance\_L){

distance\_L = 0;

}

else{

distance\_L -= calibration\_L + 50;

}

if(calibration\_R + 50 > distance\_R){

distance\_R = 0;

}

else{

distance\_R -= calibration\_R + 50;

}

// If any distance is greater than 0 then map it from a 0-1023 range to a 0-255 range (to be able to store it in a 1B variable) and store it in an array

if(distance\_TL != 0 || distance\_TR != 0 || distance\_L != 0 || distance\_R != 0){

distance\_TR = map(constrain(distance\_TR, 0, 1100), 0, 1100, 0, 255);

distance\_TL = map(constrain(distance\_TL, 0, 1100), 0, 1100, 0, 255);

distance\_L = map(constrain(distance\_L, 0, 1100), 0, 1100, 0, 255);

distance\_R = map(constrain(distance\_R, 0, 1100), 0, 1100, 0, 255);

if(distanceArrayCounter < 100){

distanceArray\_TR[distanceArrayCounter] = distance\_TR;

distanceArray\_TL[distanceArrayCounter] = distance\_TL;

distanceArray\_R[distanceArrayCounter] = distance\_R;

distanceArray\_L[distanceArrayCounter] = distance\_L;

distanceArrayCounter += 1;

}

else{

distanceArray\_TR[0] = distance\_TR;

distanceArray\_TL[0] = distance\_TL;

distanceArray\_L[0] = distance\_L;

distanceArray\_R[0] = distance\_R;

distanceArrayCounter = 1;

}

}

else if(distance\_TL == 0 && distance\_TR == 0 && distance\_L == 0 && distance\_R == 0){ // If not then reset the arrays

readGesture = true;

distanceArrayCounter = 0;

distanceArray\_TR[0] = 0;

distanceArray\_TL[0] = 0;

distanceArray\_R[0] = 0;

distanceArray\_L[0] = 0;

}

}

void determineGesture(){

if(distanceArrayCounter > 2){ // If the arrays have more than 2 elements then determine the gesture

uint8\_t distancePost\_TL = 0; // The next "distancePost..." vars are the sum of it previous value plus

uint8\_t distancePost\_TR = 0; // the last element minus the previous element of the array

uint8\_t distancePost\_L = 0;

uint8\_t distancePost\_R = 0;

uint8\_t distancePostNeg\_TL = 0;

uint8\_t distancePostNeg\_TR = 0;

uint8\_t distancePostNeg\_R = 0;

uint8\_t distancePostNeg\_L = 0;

uint8\_t expectedGesture = 0; // Used later to determine the gesture made

bool increasing\_TL = false; // Used later to determine the gesture made. If the IR sensor's value

bool decreasing\_TL = false; // increases then "increasing\_xx" is true. Otherwise, if it decreasing

bool increasing\_TR = false; // then "decreasing\_xx" is true

bool decreasing\_TR = false;

bool increasing\_L = false;

bool decreasing\_L = false;

bool increasing\_R = false;

bool decreasing\_R = false;

// For every element in the distanceArray...

for(uint8\_t x = 1; x < distanceArrayCounter; x++){

// Update the "distancePost..." vars values

if(distanceArray\_TL[x] - distanceArray\_TL[x-1] > 0){

distancePost\_TL += distanceArray\_TL[x] - distanceArray\_TL[x-1];

}

else{

distancePostNeg\_TL += distanceArray\_TL[x-1] - distanceArray\_TL[x];

}

if(distanceArray\_TR[x] - distanceArray\_TR[x-1] > 0){

distancePost\_TR += distanceArray\_TR[x] - distanceArray\_TR[x-1];

}

else{

distancePostNeg\_TR += distanceArray\_TR[x-1] - distanceArray\_TR[x];

}

if(distanceArray\_L[x] - distanceArray\_L[x-1] > 0){

distancePost\_L += distanceArray\_L[x] - distanceArray\_L[x-1];

}

else{

distancePostNeg\_L += distanceArray\_L[x-1] - distanceArray\_L[x];

}

if(distanceArray\_R[x] - distanceArray\_R[x-1] > 0){

distancePost\_R += distanceArray\_R[x] - distanceArray\_R[x-1];

}

else{

distancePostNeg\_R += distanceArray\_R[x-1] - distanceArray\_R[x];

}

}

// Based on the "distancePost..." vars determine if the value is increasing or decreasing

if(distancePost\_TL > 10 && distancePostNeg\_TL < 10){

increasing\_TL = true;

decreasing\_TL = false;

}

else if(distancePostNeg\_TL > 10){

increasing\_TL = false;

decreasing\_TL = true;

}

if(distancePost\_TR > 10 && distancePostNeg\_TR < 10){

increasing\_TR = true;

decreasing\_TR = false;

}

else if(distancePostNeg\_TR > 10){

increasing\_TR = false;

decreasing\_TR = true;

}

if(distancePost\_L > 10 && distancePostNeg\_L < 10){

increasing\_L = true;

decreasing\_L = false;

}

else if(distancePostNeg\_L > 10){

increasing\_L = false;

decreasing\_L = true;

}

if(distancePost\_R > 10 && distancePostNeg\_R < 10){

increasing\_R = true;

decreasing\_R = false;

}

else if(distancePostNeg\_R > 10){

increasing\_R = false;

decreasing\_R = true;

}

// Determine the type of gesture //for present south and north gestures have not been updated

switch(expectedGesture){

case 0: // If "expectedGesture" is 0 then determine the expected gesture

// by analyzing if the sensors' values are increasing or decreasing

if((increasing\_TR && !increasing\_TL) || (increasing\_R && !increasing\_L)){ // Left to right movement

expectedGesture = 1; // Expected an "east" gesture

}

else if((!increasing\_TR && increasing\_TL) || (!increasing\_R && increasing\_L)){ // Right to left movement

expectedGesture = 2; // Expected a "west" gesture

}

else if(increasing\_TR && increasing\_TL ){ // Top to bottom movement

expectedGesture = 3; // Expected a "south" gesture

}

else if( !increasing\_TL && !increasing\_TR){ // Bottom to top movement

expectedGesture = 4; // Expected a "north" gesture

}

// Check if the current "distance\_xx" minus the 2nd element in the array is greater than 50 then it is a "down" movement.

// The "increasing\_xx" vars are not used because they are very precise and they didn´t detect the "down" movement most of the time.

else if(distance\_TL - distanceArray\_TL[2] > 50 && distance\_TR - distanceArray\_TR[2] > 50){ // Up to down movementd

expectedGesture = 5; // Expected a "down" gesture

}

case 1:

// If "expectedGesture" is "east" then check if TR and BR sensors are increasing and TL and BL are decreasing.

// If this is true then save the current distance to the var "lastDistanceHold" to use it later to check a "hold

// gesture" action. Also, reset the "expectedGesture" var and set the "gesture" var to 1 ("east")

if((increasing\_TR && !increasing\_TL) || (increasing\_R && !increasing\_L)){

lastDistanceHold\_TR = distance\_TR;

lastDistanceHold\_TL = distance\_TL;

lastDistanceHold\_R = distance\_R;

lastDistanceHold\_L = distance\_L;

if(readGesture){

//Serial.println("EAST");

a=1;

gesture = 1;

holdMillis = 300; // Change it to 300ms to add a small delay between the gesture "east" and the "hold gesture" action

lastHoldMillis = millis();

}

expectedGesture = 0;

increasing\_TL = false;

decreasing\_TL = false;

increasing\_TR = false;

decreasing\_TR = false;

increasing\_R = false;

decreasing\_R = false;

increasing\_L = false;

decreasing\_L = false;

readGesture = false;

}

case 2:

if((!increasing\_TR && increasing\_TL) || (!increasing\_R && increasing\_L)){

if(readGesture){

//Serial.println("WEST");

a=2;

gesture = 2;

holdMillis = 300;

lastHoldMillis = millis();

}

expectedGesture = 0;

lastDistanceHold\_TR = distance\_TR;

lastDistanceHold\_TL = distance\_TL;

lastDistanceHold\_R = distance\_R;

lastDistanceHold\_L = distance\_L;

increasing\_TL = false;

decreasing\_TL = false;

increasing\_TR = false;

decreasing\_TR = false;

increasing\_R = false;

decreasing\_R = false;

increasing\_L = false;

decreasing\_L = false;

readGesture = false;

}

break;

/\* case 3:

if(increasing\_BR && increasing\_BL && decreasing\_TL && decreasing\_TR){

if(readGesture){

Serial.println("SOUTH");

gesture = 3;

holdMillis = 300;

lastHoldMillis = millis();

}

expectedGesture = 0;

lastDistanceHold\_TR = distance\_TR;

lastDistanceHold\_BR = distance\_BR;

lastDistanceHold\_TL = distance\_TL;

lastDistanceHold\_BL = distance\_BL;

increasing\_TL = false;

decreasing\_TL = false;

increasing\_TR = false;

decreasing\_TR = false;

increasing\_BL = false;

decreasing\_BL = false;

increasing\_BR = false;

decreasing\_BR = false;

readGesture = false;

}

break;

case 4:

if(increasing\_TR && increasing\_TL && decreasing\_BL && decreasing\_BR){

if(readGesture){

Serial.println("NORTH");

gesture = 4;

holdMillis = 300;

lastHoldMillis = millis();

}

expectedGesture = 0;

lastDistanceHold\_TR = distance\_TR;

lastDistanceHold\_BR = distance\_BR;

lastDistanceHold\_TL = distance\_TL;

lastDistanceHold\_BL = distance\_BL;

increasing\_TL = false;

decreasing\_TL = false;

increasing\_TR = false;

decreasing\_TR = false;

increasing\_BL = false;

decreasing\_BL = false;

increasing\_BR = false;

decreasing\_BR = false;

readGesture = false;

}

break;

case 5:

// The next if statement checks if 3 sensors are increasing its value and if it is true then store a "down" gesture

if((increasing\_BR && increasing\_BL && increasing\_TL) || (increasing\_TR && increasing\_BL && increasing\_TL) || (increasing\_TR && increasing\_BR && increasing\_TL) || (increasing\_TR && increasing\_BR && increasing\_BL)){

if(readGesture){

Serial.println("DOWN");

gesture = 5;

holdMillis = 300;

lastHoldMillis = millis();

}

expectedGesture = 0;

increasing\_TL = false;

decreasing\_TL = false;

increasing\_TR = false;

decreasing\_TR = false;

increasing\_BL = false;

decreasing\_BL = false;

increasing\_BR = false;

decreasing\_BR = false;

readGesture = false;

}

break;\*/

}

}

}

void processHoldGesture(){

// If the actual "distance\_xx" minus the "lastDistanceHold\_xx" (saved when the gesture was detected)

// is within a range (20) then make a "hold gesture" action

if(-20 <= distance\_TR - lastDistanceHold\_TR && distance\_TR - lastDistanceHold\_TR <= 20 && -20 <= distance\_TL - lastDistanceHold\_TL && distance\_TL - lastDistanceHold\_TL <= 20 && -20 <= distance\_R - lastDistanceHold\_R && distance\_R - lastDistanceHold\_R <= 20 && -20 <= distance\_L - lastDistanceHold\_L && distance\_L - lastDistanceHold\_L <= 20){

if(distance\_TR != 0 || distance\_TL != 0 || distance\_L != 0 || distance\_R != 0 ){

switch(gesture){

case 1:

if(millis() - lastHoldMillis > holdMillis){

holdMillis = 100;

//Serial.println("HOLD EAST");

a=1;

lastHoldMillis = millis();

}

break;

case 2:

if(millis() - lastHoldMillis > holdMillis){

holdMillis = 100;

//Serial.println("HOLD WEST");

a=2;

lastHoldMillis = millis();

}

break;

case 3:

if(millis() - lastHoldMillis > holdMillis){

holdMillis = 100;

Serial.println("HOLD SOUTH");

lastHoldMillis = millis();

}

break;

case 4:

if(millis() - lastHoldMillis > holdMillis){

holdMillis = 100;

Serial.println("HOLD NORTH");

lastHoldMillis = millis();

}

break;

}

}

else{

// Set a high numbenr for the "lastDistanceHold" vars to stop reading a "hold gesture" action

lastDistanceHold\_TL = 20000;

lastDistanceHold\_TR = 20000;

lastDistanceHold\_L = 20000;

lastDistanceHold\_R = 20000;

}

}

else{

lastDistanceHold\_TL = 20000;

lastDistanceHold\_TR = 20000;

lastDistanceHold\_R = 20000;

lastDistanceHold\_L = 20000;

}

}

void readIR2(uint8\_t times){

for(uint8\_t x = 0; x < times; x++){

digitalWrite(IR\_TX\_TL2,LOW); // We need to turn off the IR LEDs to read the ambient IR

digitalWrite(IR\_TX\_TR2,LOW);

digitalWrite(IR\_TX\_L2,LOW);

digitalWrite(IR\_TX\_R2,LOW);

delay(2); // Wait until the IR LEDs are completely turned off

ambientIR\_TL2 = analogRead(IR\_RX\_TL2); // Stores the ambient IR light

ambientIR\_TR2 = analogRead(IR\_RX\_TR2);

ambientIR\_L2 = analogRead(IR\_RX\_L2);

ambientIR\_R2 = analogRead(IR\_RX\_R2);

digitalWrite(IR\_TX\_TL2,HIGH); // Turn on the IR LEDs to read the IR light reflected by the obstacle

digitalWrite(IR\_TX\_TR2,HIGH);

digitalWrite(IR\_TX\_L2,HIGH);

digitalWrite(IR\_TX\_R2,HIGH);

delay(1); // Wait until the IR LEDs are completely turned on

obstacleIR\_TL2 = analogRead(IR\_RX\_TL2); // Stores the IR light reflected by the obstacle

obstacleIR\_TR2 = analogRead(IR\_RX\_TR2);

obstacleIR\_L2 = analogRead(IR\_RX\_L2);

obstacleIR\_R2 = analogRead(IR\_RX\_R2);

value\_TL2[x] = - ambientIR\_TL2 + obstacleIR\_TL2; // Store the IR value to later calculate the average

value\_TR2[x] = - ambientIR\_TR2 + obstacleIR\_TR2;

value\_L2[x] = - ambientIR\_L2 + obstacleIR\_L2;

value\_R2[x] = - ambientIR\_R2 + obstacleIR\_R2;

}

for(uint8\_t x = 0; x < times; x++){ // Calculate the average IR value per sensor

distance\_TL2 += value\_TL2[x];

distance\_TR2 += value\_TR2[x];

distance\_L2 += value\_L2[x];

distance\_R2 += value\_R2[x];

}

distance\_TL2 = (distance\_TL2 / times); // Save the distance value

distance\_TR2 = (distance\_TR2 / times);

distance\_L2 = (distance\_L2 / times);

distance\_R2 = (distance\_R2 / times);

if(caliBR2ation\_TL2 + 50 > distance\_TL2){ // CaliBR2ate the sensors

distance\_TL2 = 0;

}

else{

distance\_TL2 -= caliBR2ation\_TL2 + 50;

}

if(caliBR2ation\_TR2 + 50 > distance\_TR2){

distance\_TR2 = 0;

}

else{

distance\_TR2 -= caliBR2ation\_TR2 + 50;

}

if(caliBR2ation\_L2 + 50 > distance\_L2){

distance\_L2 = 0;

}

else{

distance\_L2 -= caliBR2ation\_L2 + 50;

}

if(caliBR2ation\_R2 + 50 > distance\_R2){

distance\_R2 = 0;

}

else{

distance\_R2 -= caliBR2ation\_R2 + 50;

}

// If any distance is greater than 0 then map it from a 0-1023 range to a 0-255 range (to be aBL2e to store it in a 1B variaBL2e) and store it in an array

if(distance\_TL2 != 0 || distance\_TR2 != 0 || distance\_L2 != 0 || distance\_R2 != 0){

distance\_TR2 = map(constrain(distance\_TR2, 0, 1100), 0, 1100, 0, 255);

distance\_TL2 = map(constrain(distance\_TL2, 0, 1100), 0, 1100, 0, 255);

distance\_L2 = map(constrain(distance\_L2, 0, 1100), 0, 1100, 0, 255);

distance\_R2 = map(constrain(distance\_R2, 0, 1100), 0, 1100, 0, 255);

if(distanceArrayCounter2 < 100){

distanceArray\_TR2[distanceArrayCounter2] = distance\_TR2;

distanceArray\_TL2[distanceArrayCounter2] = distance\_TL2;

distanceArray\_R2[distanceArrayCounter2] = distance\_R2;

distanceArray\_L2[distanceArrayCounter2] = distance\_L2;

distanceArrayCounter2 += 1;

}

else{

distanceArray\_TR2[0] = distance\_TR2;

distanceArray\_TL2[0] = distance\_TL2;

distanceArray\_L2[0] = distance\_L2;

distanceArray\_R2[0] = distance\_R2;

distanceArrayCounter2 = 1;

}

}

else if(distance\_TL2 == 0 && distance\_TR2 == 0 && distance\_L2 == 0 && distance\_R2 == 0){ // If not then reset the arrays

readGesture2 = true;

distanceArrayCounter2 = 0;

distanceArray\_TR2[0] = 0;

distanceArray\_TL2[0] = 0;

distanceArray\_R2[0] = 0;

distanceArray\_L2[0] = 0;

}

}

void determinegesture2(){

if(distanceArrayCounter2 > 2){ // If the arrays have more than 2 elements then determine the gesture2

uint8\_t distancePost\_TL2 = 0; // The next "distancePost..." vars are the sum of it previous value plus

uint8\_t distancePost\_TR2 = 0; // the last element minus the previous element of the array

uint8\_t distancePost\_L2 = 0;

uint8\_t distancePost\_R2 = 0;

uint8\_t distancePostNeg\_TL2 = 0;

uint8\_t distancePostNeg\_TR2 = 0;

uint8\_t distancePostNeg\_R2 = 0;

uint8\_t distancePostNeg\_L2 = 0;

uint8\_t expectedGesture2 = 0; // Used later to determine the gesture2 made

bool increasing\_TL2 = false; // Used later to determine the gesture2 made. If the IR sensor's value

bool decreasing\_TL2 = false; // increases then "increasing\_xx" is true. Otherwise, if it decreasing

bool increasing\_TR2 = false; // then "decreasing\_xx" is true

bool decreasing\_TR2 = false;

bool increasing\_L2 = false;

bool decreasing\_L2 = false;

bool increasing\_R2 = false;

bool decreasing\_R2 = false;

// For every element in the distanceArray...

for(uint8\_t x = 1; x < distanceArrayCounter2; x++){

// Update the "distancePost..." vars values

if(distanceArray\_TL2[x] - distanceArray\_TL2[x-1] > 0){

distancePost\_TL2 += distanceArray\_TL2[x] - distanceArray\_TL2[x-1];

}

else{

distancePostNeg\_TL2 += distanceArray\_TL2[x-1] - distanceArray\_TL2[x];

}

if(distanceArray\_TR2[x] - distanceArray\_TR2[x-1] > 0){

distancePost\_TR2 += distanceArray\_TR2[x] - distanceArray\_TR2[x-1];

}

else{

distancePostNeg\_TR2 += distanceArray\_TR2[x-1] - distanceArray\_TR2[x];

}

if(distanceArray\_L2[x] - distanceArray\_L2[x-1] > 0){

distancePost\_L2 += distanceArray\_L2[x] - distanceArray\_L2[x-1];

}

else{

distancePostNeg\_L2 += distanceArray\_L2[x-1] - distanceArray\_L2[x];

}

if(distanceArray\_R2[x] - distanceArray\_R2[x-1] > 0){

distancePost\_R2 += distanceArray\_R2[x] - distanceArray\_R2[x-1];

}

else{

distancePostNeg\_R2 += distanceArray\_R2[x-1] - distanceArray\_R2[x];

}

}

// Based on the "distancePost..." vars determine if the value is increasing or decreasing

if(distancePost\_TL2 > 10 && distancePostNeg\_TL2 < 10){

increasing\_TL2 = true;

decreasing\_TL2 = false;

}

else if(distancePostNeg\_TL2 > 10){

increasing\_TL2 = false;

decreasing\_TL2 = true;

}

if(distancePost\_TR2 > 10 && distancePostNeg\_TR2 < 10){

increasing\_TR2 = true;

decreasing\_TR2 = false;

}

else if(distancePostNeg\_TR2 > 10){

increasing\_TR2 = false;

decreasing\_TR2 = true;

}

if(distancePost\_L2 > 10 && distancePostNeg\_L2 < 10){

increasing\_L2 = true;

decreasing\_L2 = false;

}

else if(distancePostNeg\_L2 > 10){

increasing\_L2 = false;

decreasing\_L2 = true;

}

if(distancePost\_R2 > 10 && distancePostNeg\_R2 < 10){

increasing\_R2 = true;

decreasing\_R2 = false;

}

else if(distancePostNeg\_R2 > 10){

increasing\_R2 = false;

decreasing\_R2 = true;

}

// Determine the type of gesture2 //for present south and north gesture2s have not been updated

switch(expectedGesture2){

case 0: // If "expectedGesture2" is 0 then determine the expected gesture2

// by analyzing if the sensors' values are increasing or decreasing

if((increasing\_TR2 && !increasing\_TL2) || (increasing\_R2 && !increasing\_L2)){ // Left to right movement

expectedGesture2 = 1; // Expected an "east" gesture2

}

else if((!increasing\_TR2 && increasing\_TL2) || (!increasing\_R2 && increasing\_L2)){ // Right to left movement

expectedGesture2 = 2; // Expected a "west" gesture2

}

else if(increasing\_TR2 && increasing\_TL2 ){ // Top to bottom movement

expectedGesture2 = 3; // Expected a "south" gesture2

}

else if( !increasing\_TL2 && !increasing\_TR2){ // Bottom to top movement

expectedGesture2 = 4; // Expected a "north" gesture2

}

// Check if the current "distance\_xx" minus the 2nd element in the array is greater than 50 then it is a "down" movement.

// The "increasing\_xx" vars are not used because they are very precise and they didn´t detect the "down" movement most of the time.

else if(distance\_TL2 - distanceArray\_TL2[2] > 50 && distance\_TR2 - distanceArray\_TR2[2] > 50){ // Up to down movementd

expectedGesture2 = 5; // Expected a "down" gesture2

}

case 1:

// If "expectedGesture2" is "east" then check if TR2 and BR2 sensors are increasing and TL2 and BL2 are decreasing.

// If this is true then save the current distance to the var "lastDistanceHold" to use it later to check a "hold

// gesture2" action. Also, reset the "expectedGesture2" var and set the "gesture2" var to 1 ("east")

if((increasing\_TR2 && !increasing\_TL2) || (increasing\_R2 && !increasing\_L2)){

lastDistanceHold\_TR2 = distance\_TR2;

lastDistanceHold\_TL2 = distance\_TL2;

lastDistanceHold\_R2 = distance\_R2;

lastDistanceHold\_L2 = distance\_L2;

if(readGesture2){

//Serial.println("EAST");

b=1;

gesture2 = 1;

holdMillis2 = 300; // Change it to 300ms to add a small delay between the gesture2 "east" and the "hold gesture2" action

lastHoldMillis2 = millis();

}

expectedGesture2 = 0;

increasing\_TL2 = false;

decreasing\_TL2 = false;

increasing\_TR2 = false;

decreasing\_TR2 = false;

increasing\_R2 = false;

decreasing\_R2 = false;

increasing\_L2 = false;

decreasing\_L2 = false;

readGesture2 = false;

}

case 2:

if((!increasing\_TR2 && increasing\_TL2) || (!increasing\_R2 && increasing\_L2))

{

if(readGesture2){

// Serial.println("WEST");

b=2;

gesture2 = 2;

holdMillis2 = 300;

lastHoldMillis2 = millis();

}

expectedGesture2 = 0;

lastDistanceHold\_TR2 = distance\_TR2;

lastDistanceHold\_TL2 = distance\_TL2;

lastDistanceHold\_R2 = distance\_R2;

lastDistanceHold\_L2 = distance\_L2;

increasing\_TL2 = false;

decreasing\_TL2 = false;

increasing\_TR2 = false;

decreasing\_TR2 = false;

increasing\_R2 = false;

decreasing\_R2 = false;

increasing\_L2 = false;

decreasing\_L2 = false;

readGesture2 = false;

}

break;

/\* case 3:

if(increasing\_BR2 && increasing\_BL2 && decreasing\_TL2 && decreasing\_TR2){

if(readGesture2){

Serial.println("SOUTH");

gesture2 = 3;

holdMillis2 = 300;

lastHoldMillis2 = millis();

}

expectedGesture2 = 0;

lastDistanceHold\_TR2 = distance\_TR2;

lastDistanceHold\_BR2 = distance\_BR2;

lastDistanceHold\_TL2 = distance\_TL2;

lastDistanceHold\_BL2 = distance\_BL2;

increasing\_TL2 = false;

decreasing\_TL2 = false;

increasing\_TR2 = false;

decreasing\_TR2 = false;

increasing\_BL2 = false;

decreasing\_BL2 = false;

increasing\_BR2 = false;

decreasing\_BR2 = false;

readGesture2 = false;

}

case 4:

if(increasing\_TR2 && increasing\_TL2 && decreasing\_BL2 && decreasing\_BR2){

if(readGesture2){

Serial.println("NORTH");

gesture2 = 4;

holdMillis2 = 300;

lastHoldMillis2 = millis();

}

expectedGesture2 = 0;

lastDistanceHold\_TR2 = distance\_TR2;

lastDistanceHold\_BR2 = distance\_BR2;

lastDistanceHold\_TL2 = distance\_TL2;

lastDistanceHold\_BL2 = distance\_BL2;

increasing\_TL2 = false;

decreasing\_TL2 = false;

increasing\_TR2 = false;

decreasing\_TR2 = false;

increasing\_BL2 = false;

decreasing\_BL2 = false;

increasing\_BR2 = false;

decreasing\_BR2 = false;

readGesture2 = false;

}

break;

/\*case 5:

// The next if statement checks if 3 sensors are increasing its value and if it is true then store a "down" gesture2

if((increasing\_BR2 && increasing\_BL2 && increasing\_TL2) || (increasing\_TR2 && increasing\_BL2 && increasing\_TL2) || (increasing\_TR2 && increasing\_BR2 && increasing\_TL2) || (increasing\_TR2 && increasing\_BR2 && increasing\_BL2)){

if(readGesture2){

Serial.println("DOWN");

gesture2 = 5;

holdMillis2 = 300;

lastHoldMillis2 = millis();

}

expectedGesture2 = 0;

increasing\_TL2 = false;

decreasing\_TL2 = false;

increasing\_TR2 = false;

decreasing\_TR2 = false;

increasing\_BL2 = false;

decreasing\_BL2 = false;

increasing\_BR2 = false;

decreasing\_BR2 = false;

readGesture2 = false;

}

break;\*/

}

}

}

void processHoldgesture2(){

// If the actual "distance\_xx" minus the "lastDistanceHold\_xx" (saved when the gesture2 was detected)

// is within a range (20) then make a "hold gesture2" action

if(-20 <= distance\_TR2 - lastDistanceHold\_TR2 && distance\_TR2 - lastDistanceHold\_TR2 <= 20 && -20 <= distance\_TL2 - lastDistanceHold\_TL2 && distance\_TL2 - lastDistanceHold\_TL2 <= 20 && -20 <= distance\_R2 - lastDistanceHold\_R2 && distance\_R2 - lastDistanceHold\_R2 <= 20 && -20 <= distance\_L2 - lastDistanceHold\_L2 && distance\_L2 - lastDistanceHold\_L2 <= 20){

if(distance\_TR2 != 0 || distance\_TL2 != 0 || distance\_L2 != 0 || distance\_R2 != 0 ){

switch(gesture2){

case 1:

if(millis() - lastHoldMillis2 > holdMillis2){

holdMillis2 = 100;

//Serial.println("HOLD EAST");

b=1;

lastHoldMillis2 = millis();

}

break;

case 2:

if(millis() - lastHoldMillis2 > holdMillis2){

holdMillis2 = 100;

// Serial.println("HOLD WEST");

b=2;

lastHoldMillis2 = millis();

}

break;

case 3:

if(millis() - lastHoldMillis2 > holdMillis2){

holdMillis2 = 100;

Serial.println("HOLD SOUTH");

lastHoldMillis2 = millis();

}

break;

case 4:

if(millis() - lastHoldMillis2 > holdMillis2){

holdMillis2 = 100;

Serial.println("HOLD NORTH");

lastHoldMillis2 = millis();

}

break;

}

}

else{

// Set a high number for the "lastDistanceHold" vars to stop reading a "hold gesture2" action

lastDistanceHold\_TL2 = 20000;

lastDistanceHold\_TR2 = 20000;

lastDistanceHold\_L2 = 20000;

lastDistanceHold\_R2 = 20000;

}

}

else{

lastDistanceHold\_TL2 = 20000;

lastDistanceHold\_TR2 = 20000;

lastDistanceHold\_R2 = 20000;

lastDistanceHold\_L2 = 20000;

}

}

void f(){

if(a==1 && b==1){

Serial.println("rotateleft");

a=0;

b=0;

Serial.write(1);

Serial.flush();

delay(20);

}

else if(a==2 && b==2){

Serial.println("rotateright");

a=0;

b=0;

Serial.write(2);

Serial.flush();

delay(20);

}

else if(a==1 && b==2){

Serial.println("zoomout");

a=0;

b=0;

Serial.write(3);

Serial.flush();

delay(20);

}

else if(a==2 && b==1){

Serial.println("zoomin");

a=0;

b=0;

Serial.write(4);

Serial.flush();

delay(20);

}

}

void g(){

if(analogRead(A1)>700){

Serial.println("model2");

Serial.write(5);

Serial.flush();

delay(20);

}

else if(analogRead(A6)>600){

Serial.println("model3");

Serial.write(6);

Serial.flush();

delay(20);

}

//else if(analogRead(A7)>300){

// Serial.println("model4");

//}

}

* Anwesh: We decided to have more than one model in our game. Anwesh found another model in the asset store. Anwesh had to figure out a way to enable only model at a time and change them when required. At first, Anwesh tried using the SetActive command to enable and disable the models. But for some reason, it failed to work. Anwesh later thought of changing the mess renderer in both the models and after debugging a few errors, he got it to work.